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ABSTRACT

Text classification is the process in which documents are classified into categories

that are already defined. These days the amount of documents is growing at an

exponential rate, thus there is a need for classifying these documents as it will be

extremely helpful in text retrieving, news classification, spam detection and many

more. We combine BERT with different deep learning techniques(BiGRU, 1-D

CNN,GRU-CNN and TCN-CNN) and compare its performance with some of the

popular methods used in text classification. We first convert the document into

BERT embedding using a pre-trained BERT model and then feed it into each

different model. If we are using an ensemble method then we use stacking to

merge the outputs of the models to obtain the final result. We compare the

performance on the basis of accuracy and observe that the models

BERT+GRU-CNN and BERT+TCN-CNN perform the best among the models

used in this thesis and as good as some of the popular methods.
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CHAPTER 1

INTRODUCTION

Nowadays, a lot of text is being produced every second, while some of the text

provides us valuable information, some of this text might be of no use to us.

Classifying a large amount of text, increasing every second, into valuable and

invaluable would not be very feasible if done manually. That is where text

classification comes in, text classification is a machine learning technique that

classifies text into predetermined categories. Text classification is used in many areas

such as finding the genre of the movies by analyzing the summary or plot of the

movie.

Text classification is one of the important fields in natural language processing. The

goal of text classification is to allot a predefined category to the documents based on

their content. The amount of textual data is increasing at a very high speed which

makes text classification tasks such as sentiment analysis, topic labeling, spam

detection, and news classification very difficult. Thus, there is a need for automation

of text classification accurately.

Deep Learning based techniques are an effective approach in solving many real-life

problems like various problems related to Natural language processing like fake news

and rumor detection, multilabel text classification, boat detection, abusive content

detection and many others [1-6].

In chatbots, deep learning is used to train models that can understand and respond to

human language, enabling more natural and intelligent conversations. In image

processing, deep learning algorithms analyze and interpret visual data, enabling tasks

like object detection, image recognition, and even generating realistic images. In

healthcare, deep learning helps in diagnosing diseases, predicting patient outcomes,

and analyzing medical images, allowing for more accurate and efficient healthcare

decision-making. Overall, deep learning empowers these fields by leveraging
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complex neural networks to extract patterns and make predictions, leading to

advancements in communication, visual understanding, and healthcare

solutions.[37-41]

Fig. 1.1 : Text Classification Overview [7]

We can observe the overview of how basic text classification works in figure 1.1.

First step is obtaining the data in which we want to perform text classification. After

that we can extract features of the document using word embeddings or sentence

embeddings. Before feature extraction there can be an extra step of data

preprocessing if we use word embedding. In text based problems, data preprocessing

is mostly removing stop words, removing hashtags, removing punctuations and others

depending on the problem.

In word embeddings we take every word of the document and convert it into a

numeric vector. The numbers inside the vector represent the context or meaning of the

word, that is words that have similar meaning will have similar vectors. There are

many pre-trained word embedding models that are used to achieve greater results

such as Glove[8], word2vec[9] and Elmo[10].

Then there is sentence embedding in which we convert the whole sentence into a

numeric vector instead of just taking up a word. This obviously is more performance

heavy but provides us with better results as the classifier has more context in the

numeric vector.

There are many pre-trained models that are used to convert the documents into

sentence embedding; some of them include BERT[12], USE[13].

2



Then the next step in text classification is dimension reduction. This step is only

necessary when the data has a lot of unique and uncommon words. As it has a lot of

unique words the dimensions of the numeric vector of the embeddings will be a huge

amount, which will lead to taking a lot of time in the training phase, so we reduce the

dimensions using some of the popular techniques such as PCA[14].

Next is the classification of documents into their correct predefined classes. This is

basically the step where we create and train our model. In text classification there are

a lot of models that perform well. We can use recurrent neural networks (RNNs) to

classify text, they perform well on text based problems as they are good for sequential

problems[17]. We can use long short term memory (LSTMs), which are better than

RNNs as they have a hidden state which remembers the context of previous words

and so on.

In the evaluation phase of the text classification thesis, the goal is to assess the

performance of the trained models by comparing their predictions with the actual

results. The primary metric used for comparison is accuracy. Here is an expanded

version of the explanation:

The evaluation phase is the final step in the text classification process. Its purpose is

to measure how well the trained models perform on a specific dataset. To evaluate the

models, we compare their predicted classes with the actual results. The accuracy

metric is commonly used to assess the performance of classification models.

Accuracy represents the proportion of correctly classified instances out of the total

number of instances in the dataset.

In this thesis, the approach involves combining static BERT embeddings with

multiple models and evaluating their performances based on accuracy. BERT

(Bidirectional Encoder Representations from Transformers) has demonstrated

excellent results in various text-related problems. It is a type of sentence embedding

technique that captures contextual information from text.
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It is important to note that the BERT embeddings used in this study are static,

meaning that the pre-trained BERT model is not further trained during the training

phase. The weights of the pre-trained BERT model remain unchanged throughout the

training period.

Once the BERT embeddings are obtained, they are fed into several models, including

GRU (Gated Recurrent Unit), 1-D CNN (Convolutional Neural Network), 1-D

CNN_GRU (combination of CNN and GRU), and 1-D CNN-TCN (Temporal

Convolutional Network). These models process the BERT embeddings and make

predictions for the text classification task.

In the results section of the thesis, the performances of these models are compared

with each other and potentially with other popular models used in text classification.

The main criterion for comparison is accuracy, which provides an indication of how

well the models classify the text data. By evaluating the accuracy of the different

models, it becomes possible to assess their relative performance and identify the most

effective approach for the specific text classification task at hand.

We have used four datasets to observe the performance of the 1-D CNN-TCN,

whereas we only use two datasets to compare the performances of the other models.

The four dataset we use are Movie Reviews(MR), Customer Reviews(CR), Text

Retrieval Conference(TREC), Subjectivity(SUBJ), these are used in the 1-D

CNN_TCN model, whereas in other datasets we use only MR and CR. In the

conclusion section we provide what could be done further that might improve the

performances of the models.
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CHAPTER 2

PREVIOUS WORKS

As there is a rapid growth in the field of artificial intelligence, many methods were

introduced to perform text classification, some of them are machine learning

methods, while some of them are deep learning methods or some of them are a hybrid

method. In this section we shall discuss all the previous work that is related to this

thesis. First we shall discuss the various methods that are used to extract the features

of the data such as word embedding and sentence embedding and their pre-trained

models that are used to do so, then we will discuss various techniques used to classify

the documents into their respective pre-defined classes. Some of these techniques are

Recurrent neural network(RNN), multilayer perceptron and 1-D convolutional neural

network[18][19].

2.1 Projection into feature space

Documents are in the form of multiple strings and these strings need to be converted

into some form of numbers so it can be fed into a neural network and can be further

predicted which class it belongs to. We will be discussing three ways we project the

input data into a feature space; bag of words, word embeddings and sentence

embeddings.

2.1.1 Bag of Words

In bag of words, we take every word and convert it into one hot encoded vector that is

for every unique word there is a position in the vector that will be 1 whereas the other

will be 0 for that word. We can clearly see how the problems faced in this method

will look like, if the vocabulary of the document is very high then the dimensions of

5



the vector will be great, thus taking a lot of time in the training phase. This method

also ignores the sequential representation or the position of the word in the sentence.

Still it manages to achieve great results in text classification. It is used along with

term frequency(TF) which encodes the whole document in one vector where the

position of the word has the amount of time the word has been encountered in the

document. It is further used again inverse document frequency(IDF) which holds the

amount of time a word has occurred in the whole corpus. Using IDF, it is able to

classify better if a unique word comes up.[20-22][23]

2.1.2 Word Embeddings

One of the most popular ways to extract the features of the document is word

embedding. In word embedding we take every word in the vocabulary and give it a

numeric representation in the form of a vector. So for every word there is a unique

representation in the form of a numeric vector. The numbers inside the vector

represent the meaning of the word, this means that words with similar meaning will

have similar numeric representation. Let us take an example to understand this better.

If you take the word “rabbit” and take its word embedding and plot it in a graph.

Similarly you take another word “bunny” and plot it in the same graph then the

euclidean distance of these two words will be small as compared to euclidean

distance with some word that is not related to any of these two words. This method

has achieved great results but we can see how or where it is lacking that is not taking

the position of the word in the sentence. The position of the word in the sentence

gives us a lot of context and word embedding does not take this in while extracting

the features. To extract the word embeddings of a document we can either create our

model from scratch or use a pre-trained model for word embeddings such as

word2vec, GloVe. [24]

2.1.3 Sentence Embeddings
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Sentence embeddings are similar to word embeddings but instead of considering just

a single word we take up a whole sentence and convert it into a numeric vector which

represents the context of the sentence. This helps us remove the flaw that wod

embedding does take up the position of the word in the sentence because sentence

embeddings contain the whole sentence which helps us take positioning of the word

also while extracting the features. One more advantage of sentence embeddings over

word embeddings is that we do not require to preprocess the document before

converting it into sentence embedding, whereas in word embedding some

preprocessing is required. Sentence embedding can be done using a newly created

model but training it will take a lot of time, so most of the time people use a

pre-trained model to obtain the sentence embeddings. There are many available

pre-trained models such as BERT, USE. BERT has achieved great results in text

classification and is now very commonly used to perform text classification.

2.2 Deep Learning Models

After extracting the features there are many ways we can predict the class of the

document. There are methods that use machine learning but we will discuss only deep

learning methods in this thesis. There are many deep learning methods that are used

to classify text, but given below are those that are relevant to this thesis.

2.2.1 MultiLayer Perceptron

A multi-layer perceptron (MLP) is a type of artificial neural network that is known

for achieving good results in various tasks, including text classification. Let's expand

on the explanation:

After extracting the features from the document, such as word embeddings or TF-IDF

(Term Frequency-Inverse Document Frequency) representation, these features are

then fed into the multi-layer perceptron for predicting the class of the document.
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The input layer of the MLP has nodes equal to the vocabulary size in the case of a

bag-of-words representation. Each node represents a specific word or feature from the

vocabulary. Alternatively, if word embeddings are used, the input layer will have

nodes equal to the dimension of the embedding vector. Each node in the input layer

corresponds to a specific feature or dimension in the word embeddings.

The hidden layers in the MLP are responsible for learning complex patterns and

representations from the input features. These hidden layers can have varying

numbers of nodes, and the more layers there are, the deeper the network becomes.

Each node in the hidden layers applies a non-linear transformation to the weighted

sum of inputs received from the previous layer, allowing the network to learn more

abstract and higher-level representations.

Finally, the output layer of the MLP has nodes equal to the number of predefined

classes in the text classification task. Each node in the output layer represents a

specific class, and the output values from these nodes indicate the model's predicted

probabilities or scores for each class. The class with the highest score is typically

selected as the predicted class for the document.

During the training phase, the MLP adjusts the weights and biases of its nodes using

techniques like backpropagation and gradient descent to minimize the difference

between the predicted class and the actual class labels in the training data. This

process of adjusting the model's parameters allows the MLP to learn the underlying

patterns and relationships in the data, enabling it to make accurate predictions on

unseen documents.

In summary, an MLP is a simple yet powerful neural network architecture that can be

effectively used for text classification tasks. It takes features extracted from

documents, such as word embeddings or TF-IDF representations, as input, and

through its hidden layers, it learns to classify documents into predefined classes based

on these features. The output layer provides the predicted class probabilities, and by
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adjusting the network's parameters during training, the MLP improves its accuracy in

classifying documents.

2.2.2 Recurrent Neural Networks (RNNs)

RNNs (Recurrent Neural Networks) have indeed played a crucial role in

revolutionizing text classification tasks. They remain a popular architecture due to

their ability to effectively handle sequential data. RNNs capture the positional

information of words within a sentence, providing valuable context that aids in

classifying documents.

The distinguishing feature of RNNs is their recurrent nature, which allows them to

maintain an internal memory or hidden state. This hidden state retains information

from previous inputs in the sequence, enabling the network to capture dependencies

and temporal relationships between words. By considering the sequential order of

words, RNNs can understand the context and meaning of a sentence more

comprehensively.

In text classification, RNNs are commonly combined with word embeddings. Word

embeddings are dense vector representations that capture the semantic information of

words based on their contextual usage. However, word embeddings alone are unable

to inherently capture the sequential nature of word order in a sentence. By integrating

RNNs with word embeddings, we can leverage the strengths of both approaches.

The typical workflow involves first extracting features from text using a word

embedding model such as Word2Vec or GloVe. These models generate word

embeddings by mapping words to high-dimensional vectors based on their contextual

meaning in the training corpus. While word embeddings capture semantic

information, they lack explicit awareness of word order.
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After obtaining the word embeddings, they are fed into the RNN model. The RNN

processes the sequence of word embeddings, taking into account the sequential

relationships between words. As the RNN iterates through the sequence, the hidden

state is updated, incorporating the information from previous words and considering

the sentence's contextual context.

By combining word embeddings and RNNs, we can enhance the text classification

process by incorporating both semantic and sequential information. This approach is

widely popular as it allows RNNs to effectively capture the nuances and

dependencies within a sentence, leading to improved performance in text

classification tasks.

2.2.3 1-D Convolutional Neural Network (1D - CNN)

Convolutional Neural Networks (CNNs) have gained immense popularity and

achieved remarkable performance in the field of computer vision. The use of 2D

CNNs in computer vision involves extracting important features from images, which

are then fed into the neural network for prediction. This approach significantly speeds

up model training and prediction as it focuses only on the relevant features rather than

processing the entire image. Consequently, 2D CNNs have become a powerful tool in

computer vision tasks.

In text classification, 1D CNNs can be employed to extract essential features from the

text. The process involves taking patches or segments of the text and applying

weights to the words or characters within the patch to obtain the output. This allows

the model to capture local patterns and important information present in the text.

Additionally, max pooling or average pooling can be applied within the patch to

further summarize the extracted features. Pooling operations reduce the
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dimensionality of the data by aggregating the information, such as taking the

maximum or average value within the patch. This helps in capturing the most salient

features while reducing the overall computational complexity.

One notable advantage of 1D CNNs is their translation invariance property. Since the

same kernel or filter is applied to every patch in the data, patterns identified earlier at

specific positions can be detected again at different positions. This property allows

the model to recognize and extract relevant patterns and features regardless of their

specific location within the text.

By utilizing 1D CNNs in text classification, we can effectively extract important

features from the text, similar to how 2D CNNs extract features from images in

computer vision. This approach enables the model to focus on the crucial information,

leading to improved performance and efficiency in text classification tasks.

2.2.4 Bi-directional Long Term Short Memory (Bi-LSTM)

To understand about Bi-LSTM we must first get a basic understanding about how

LSTMs work.

2.2.4.1 Long Short Term Memory (LSTM)

LSTM are a special variation of recurrent neural networks(RNN) that have the ability

to understand long term dependencies. LSTMs were created such that they remove

the flaw of RNN of long term dependency. LSTMs also are made up of a chain-like

structure like RNNs but there is a big difference in the repeating module.

The horizontal line running above is the main thing in LSTM. It allows information to

run through the whole chain easily. We have the ability to add or remove information

from this horizontal line called cell state.
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The LSTM basically consists of three gates which are further explained below.

Forget Gate

The cell state which holds information from previous states, will have some

information that may be irrelevant now, so to throw that information out we use the

input gate, which uses the sigmoid function to decide how much information has to

be removed from the cell state.

Input Gate

We also have to add some more information in the cell state, this is done using the

Input gate, which is the sigmoid function which helps us in updating the value in the

cell state . The other is the tan function which helps us add new information we have

to add to the cell state.

Output Gate

Now, we have to make decisions so we can give the output, which is based on the cell

state, previous output and input.

2.2.4.2 BiLSTM

BiLSTM are basically two LSTM implemented together but one goes in the forward

direction and the other in the backwards direction that means one LSTM starts from

the end of the sentence while the other starts from the start of the sentence. This helps

the LSTM store bi directional information as at a point it has information of the left of

the sentence and information of the right of the sentence . This helps LSTM get

bidirectional context of the sentence, thus helping achieve better accuracy than

normal LSTM. [11]
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2.2.5 Ensemble CNN-LSTM

Random Multimodel Deep Learning (RMDL) is a great deep learning model that can

be used to classify anything, it was introduced by K. Kowsari et al. It basically uses

Ensemble based learning in which we come up with two or more than two models to

get a result. There are two types of Ensemble based learning, in the first one a weight

is assigned to the result of each model, after applying the weights, we get the result by

adding the result together. The other one is when we feed the results of one model

into another model which predicts the result using the previous results of multiple

models. The first method is known as weighted average while the second is known as

stacking. There are more methods, but in this project we only use weighted average,

so we won't discuss it any further.[25]

We use 1D CNN and BiLSTM together to implement an ensemble based learning

model. We choose these two models because,

● As BiLSTM takes on information from both sides it works well on temporal data.

● 1D CNN is great at text classification even without much hyperparameter tuning.

2.2.6 Temporal Convolutional Network (TCN)

A dilated casual version of convolutional neural network is the TCN which was

introduced by Shaojie Bai et al.. Instead of using recurrent neural networks(RNN) we

use TCN because if we get a long input sequence while using RNN we tend to get

vanishing or gradient problems but this does not happen in TCN. [26][27]

The model we implement in this project is highly inspired by Christof Henkel[28].

The model has the following.

● Using dilation factors as one, two and four and kernel size as three we put two

TCN blocks.
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● There are 128 filters in the first TCN block whereas there are 64 filters in the

second TCN block.

● The result of the final TCN block is passed into two different pooling layers.

● The results of the pooling layers are merged using concatenation and are feed into

a sixteen neuron dense layer.
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CHAPTER 3

PROPOSED WORK

3.1 Problem Statement

Text classification is one of the important fields in natural language processing. The

goal of text classification is to allot a predefined category to the documents based on

their content. The amount of textual data is increasing at a very high speed which

makes text classification tasks such as sentiment analysis, topic labeling, spam

detection, and news classification very difficult. Thus, there is a need for automation

of text classification accurately. There are models that can perform text classification

that also with great accuracy but we try to create a model that gives us better accuracy

than existing models.

3.2 Motivation

Classifying text as fast as possible can help people stop reading offensive comments

and fake news. If the comments or news are removed as soon as they are posted,

people will not be able to read them. As the amount of data that is being posted online

is a lot and cannot be manually checked by people every time, there is a need for a

classifier that can classify documents into their respective classes and can be dealt

with accordingly. It also helps in classifying millions of documents into correct

classes helping people whenever they want to retrieve them. Also performs sentiment

analysis on documents which gives the overall emotion that the document sends.

Thus, an approach to solve this problem is to create a system that helps in classifying

documents in real time with great accuracy.
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3.3 Methodology

We use BERT embeddings with four different models and compare their performance.

In this

section we will discuss all the different models along with BERT embeddings. The

four

different models are: BiGRU model, 1-D CNN model,GRU-CNN ensemble and

CNN_TCN ensemble.

3.3.1 BERT embeddings

BERT has achieved great results in text based problems. We will be using the

pre-trained BERT model to convert our documents into BERT embeddings which is

basically a numeric vector and the numbers inside represent the meaning of the

sentence. The pre-trained BERT will not be fine-tuned during the training phase, thus

we will be using static BERT embeddings. This is done in every model used in this

thesis. BERT embeddings are sentence embeddings and the pre-trained BERT model

has a very huge amount of parameters, thus making it difficult to train it from scratch,

so we are using a pre-trained BERT model.
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Fig. 2.1 BiGRU Model

3.3.2 BiGRU Model

After converting the document into BERT embeddings using the pre-trained BERT

model, we feed those embeddings into a bidirectional layer. The Bidirectional layer

consists of two GRU networks, in which processes the data from left to right while

the other processes data from right to left. This gives the GRU more context and thus

performs better. Then it is further fed into a Dropout layer which randomly changes

some number of the vectors to zero. This helps in prevention of overfitting. Lastly

there is a Dense layer. For better understanding there is a flowchart which represents

the sequence of all the layers present in this model in figure 2.1.
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Fig. 2.2 1-D CNN Model

3.3.3 1-D CNN Model

BERT embeddings are also fed into the second model which is the 1-D CNN Model

whose layers can be seen in figure 2.2. The embeddings are first fed into a Conv1D

layer which performs convolutions on the BERT embeddings. It is the same as 2D

convolutions but here the filters are a single row and are as in 2D convolutions are

applied to a part of the input. It is further followed by an average pooling and flatten

layer. In average pooling a part of the input is taken and all the values inside the part

are averaged. The average value is the output that will be saved in the output vector.

In the flatten layer we reduce dimension to one. Lastly, we have added a dropout

layer to prevent overfitting.

3.3.4 GRU-CNN Ensemble

18



The 1-D CNN model is good in capturing the low level features whereas the GRU is

good in capturing the high level features. So after the document is converted into

numeric vectors using the pre-trained BERT model we simultaneously feed the BERT

embeddings in both the 1-D CNN model and the BiGRU model. Ensemble is a model

where we combine multiple models to get better results as when they are used alone.

Ensemble models use many ways to integrate multiple models such as voting,

stacking and many more. We will be using stacking in this model. In stacking the

results from multiple models are combined and are then further fed into a final

classifier. We take the outputs of both the models, the 1-D CNN model and the

BiGRU model and concatenate the outputs into one vector and then further feed it

into a dense layer to obtain the final output. So in this model, we basically obtain the

BERT embedding, feed it into both the models, concatenate the result and finally pass

it through a dense layer to get the output.

3.3.5 TCN-CNN Ensemble

We shall discuss the TCN-CNN in two sections, first we explain about the TCN

model then how we merge the results of both the models. The CNN model used here

is the same as the above CNN model.

3.3.5.1 TCN Model

After obtaining the BERT embeddings, we feed the embedding into the TCN model.

The layers present in the TCN model are shown in figure 2.3. It contains a spatial

dropout 1D layer which helps prevent overfitting, then it is followed by two TCN

blocks which is a dilated version of CNN, further into a global average pooling layer

and finally a last dropout layer to further prevent overfitting to obtain the output of

this model.
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Figure 2.3 TCN model

3.3.5.2 Concatenation of outputs into final output

After obtaining the output from both the models, the TCN model and the 1-D CNN

model, we take both the outputs concatenate them into a single output and finally feed

them into a fully connected neural network to obtain the final output. This can be seen

in figure 2.4.

We also note that the embedding from the BERT model is static, that is the weights of

the pre-trained are not fine tuned according to the dataset we are using. This helps in

training the model faster as the trainable parameters count is lower. So,, the four

phases can be summarized as converting the input into BERT embedding using a
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pre-trained BERT model, then feeding these embeddings into both, TCN model and

1-D CNN model, lastly merging the outputs and feeding them into a dense neural

network to get the final result.

Figure 2.4 Basic view of the model
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CHAPTER 4

DATASETS

We will be using four datasets to test the performance of the model and we will be

using accuracy as a metric to compare with the popular models used for text

classification.

Dataset Classes Sample
s

Average
Sentence
length

MR 2 10662 20

TREC 5 5952 10

CR 2 3775 19

SUBJ 2 10000 23

Table 4.1 Dataset statistics

Some dataset have specified splits for train and test but some do not. So for the

datasets that do not have any specified splits for train and test we will be using a ten

fold cross validation for them. The four datasets we will be using are further

discussed below.

4.1 Movie review Dataset (MR)

This dataset contains reviews of different movies and those reviews are labeled as

positive or negative. It has 10662 reviews with the average length of a sample being

20.[29]
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4.2 Text Retrieval Conference (TREC)

This dataset contains multiple questions and the answer is classified into one of the

six predefined categories. It has 5952 questions with an average length of 10. [30]

4.3 Customer Review (CR)

This dataset contains reviews of multiple products and these reviews are classified as

positive or negative. It has 3775 reviews with an average sentence length of 19.[31]

4.4 Subjectivity (SUBJ)

This dataset contains sentences that have to be classified as either subjective or

objective. It has 10000 sentences with an average length of 23. [32]

After training the model in these four datasets we compare it with the accuracy of the

popular models used for text classification these days. The metric we will be using for

comparing the performance of different models will be accuracy. The formula of

accuracy is given below.

𝐴𝑐𝑐𝑢𝑟𝑎𝑐𝑦 =  (𝑇𝑃 +  𝑇𝑁) ÷  𝑁

In ten fold cross validation, we compute in all 10 splits and take the average of all the

results to compute the final result. We will be using tenfold cross validation for MR,

CR and SUBJ. For TREC there is a given split for test and train.
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CHAPTER 5

EXPERIMENTS AND RESULTS

5.1 Experiments

The working of the model is written in the methodology section, in this section we

implement the models on their respective datasets. There are a total of four models in

which the model BERT+TCN_CNN, has been evaluated on four of the mentioned

datasets, whereas the other models are evaluated only on the MR and CR dataset.

We will perform comparison only on the basis of accuracy. We will be taking a few

models from our references to compare the accuracy of our model with. So we find

out the accuracy of our model and compare it with some of our references, for a better

understanding we use a charts to provide a visual understanding.

5.2 Results

After implementing or training the models on multiple dataset we use the test split in

every validation to find out the accuracy and then average the accuracy in every split

to obtain the final accuracy. We use column charts on every dataset with the y-axis

having the accuracy percentage and the x-axis containing the name of the model and

its respective reference. Using visual means to compare the accuracy of the models

gives us a better understanding of how our model performs.

5.2.1 Accuracy comparison on CR dataset
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Fig. 5.1 Accuracy comparison on the CR dataset

Accuracy comparison on the CR dataset is shown in figure 5.1. We can observe from

the column chart that BERT+CNN_GRU performs the best out of the compared

models but the accuracy difference compared with other models that use static BERT

embeddings is not that much.

5.2.2 Accuracy comparison on MR dataset
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Fig. 5.2 Accuracy Comparison on the MR dataset

The accuracy comparison on the MR dataset is presented in Figure 5.2. The column

chart clearly illustrates similarity to the CR dataset that BERT+CNN_GRU exhibits

the highest performance among the models compared. However, it is worth noting

that the difference in accuracy between BERT+CNN_GRU and other models utilizing

static BERT embeddings is relatively small.

5.2.3 Accuracy Comparison on SUBJ dataset

26



Fig. 5.3 Accuracy Comparison on SUBJ dataset

The accuracy comparison on the SUBJ dataset is given in the figure 5.3. It clearly

exhibits that BERT+TCN_GRU performs the best out of the compared models.

5.2.4 Accuracy comparison on the TREC dataset
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Fig. 5.4 Accuracy Comparison on the TREC dataset

The accuracy comparison on the TREC dataset is given in figure 5.4. The model

BERT+TCN_CNN does not perform as well as the other models used to compare in

the column chart. From this chart we can observe that BERT+TCN_CNN does not

seem to perform that great on datasets with more than two classes.
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CHAPTER 6

CONCLUSION AND FUTURE WORKS

In this paper, we created an ensemble of TCN and 1-D CNN and before that we used

a pre-trained BERT model to convert the documents into BERT embeddings for

feature extraction. This model has given comparable results to the popular methods

used for text classification. Along with that we also evaluated multiple models when

combined with static BERT embeddings. Static BERT embeddings are those when we

don't change the weights of the pre-trained BERT model during the training phase.

We evaluated the ensemble in four datasets CR, MR, SUBJ and TREC. Along with

that we evaluated BERT+CNN, BERT+GRU, BERT+GRU_CNN in two datasets;

MR and CR dataset.

We recommend the following as some suggestions for future experiments:

6.1 Using Dynamic BERT Embeddings

Instead of using static BERT embeddings, using dynamic BERT embeddings could

give us better results. In static BERT embeddings there is no change of weights in the

pre-trained BERT model but in dynamic the pre-trained BERT model is also further

trained or fine tuned in the training phase. [33]

6.2 Explore other pre-trained models

We used static BERT embeddings in this paper, but instead of using a pre-trained

BERT model we could use other models such as RoBERT[34][35], DeBERTa[36] or

Universal Sentence Encoder(USE). This could further challenge the results obtained

by this model.
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6.3 Kernel size and filters

To improve the performance of TCN and 1D CNN models, it is possible to

experiment with different hyperparameters, particularly the kernel size and filter

values. By systematically varying and testing these hyperparameters, it is feasible to

discover optimal values that can enhance the model's performance. The kernel size

determines the receptive field of the convolutional layers. It defines the number of

input elements considered by the convolutional filters at each step. Adjusting the

kernel size allows the model to capture different patterns and dependencies in the

input data. The number of filters determines the depth or width of the convolutional

layers. Each filter is responsible for detecting specific features in the input data. By

increasing or decreasing the number of filters, the model can be made more or less

expressive, respectively.

6.4 Deeper Network

Increasing the number of hidden layers in a 1-D CNN or TCN can potentially

improve the model's performance. Adding more hidden layers allows the network to

learn and represent increasingly complex patterns and relationships in the data, which

can enhance its ability to make accurate predictions or classifications.

By introducing additional hidden layers, the network gains more capacity to capture

hierarchical features and abstract representations. Each hidden layer in a CNN or

TCN learns higher-level features by combining and transforming the lower-level

features learned in the preceding layers. This hierarchical learning process enables the

model to extract more intricate and discriminative features from the input data.
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