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ABSTRACT 

 

 

Pseudorandom binary sequences find their application in diverse fields but 

security and cryptography is probably the best known field of their 

application. One-Time Pad (OTP) is a simple, fast and the most secure 

encryption algorithm. It provides the perfect secrecy. The encryption- 

decryption process of the OTP is based on exclusive-or function computed 

on the plaintext/ciphertext and the key bits. The requirements for the OTP 

key are that: it must be a cryptographically strong truly random or 

pseudorandom binary sequence; must be as long as plaintext size; and must 

not be reused. The difference between a truly random and a pseudorandom 

sequence is that the truly random sequence is generated with the help of non-

deterministic physical phenomenon but the pseudorandom sequence is 

generated from some deterministic mechanism and a seed value. In case of 

pseudorandom binary sequences, given the same seed the pseudorandom 

number generator will always output the same sequence of numbers or bits. 

The fundamental difficulty with a truly random sequence is its generation 

and distribution. Therefore pseudorandom sequences are a popular choice 

for the practical implementation of the OTP scheme. 

 

Many researchers have devoted their time and effort to the family of shift 

register based pseudorandom sequence generators. But they could not gain a 

key sequence having very large period equal to the plaintext length. They 

also tried the complex versions of shift registers but it is yet not very useful 

and secure to generate a sequence large enough to encrypt an audio or video 
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file. Moreover, these sequences do not satisfy the statistical properties of 

random numbers to that great extent. 

 

To find a better alternative to the shift registers and to generate a very long 

cryptographically strong pseudorandom binary key at a very low cost is the 

main objective behind this research work. A few algorithms are proposed in 

this report to generate a long cryptographically strong pseudorandom binary 

key for stream ciphers using the multimedia files available on the Internet. 

Both the authorized sender and receiver download a file from the Internet 

whose link is shared between them through a secure medium. This file can 

be in the form of text, audio, video or image and contains huge amount of 

redundancy. They use this file as the seed or the input to the proposed 

algorithms and generate a cryptographically strong pseudorandom binary 

key file from it. The key files obtained from the algorithms’ implementation 

are statistically validated for the practical implementation of OTP using the 

well known NIST and ENT test suites. 
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CHAPTER 1 

PSEUDORANDOM BINARY KEY GENERATION 

 

 

1.1 Introduction 

 

A strong cryptographic algorithm is a basic requirement for any 

cryptosystem. A cryptographic algorithm can be considered strong only if 

either it is unconditionally secure or it is computationally secure. A 

cryptographic algorithm is said to be unconditionally secure if the 

information in the cipher text cannot help in determining the plaintext 

uniquely [4]. It is said to be computationally secure if the cost of breaking 

the cipher exceeds the value of encrypted information or the time required to 

break the cipher exceeds the useful lifetime of the information [4]. Only 

One-time Pad, which is a stream cipher algorithm, is unconditionally secure 

(or provides perfect secrecy) [3].  

 

In stream cipher algorithms, the plain text bits are XORed with the key bits 

to produce cipher text bits, which are again XORed with key bits at the 

receiver side to recover the plain text bits. In One-time Pad, a truly random 

key is used for only one time whose length is equal to the plaintext. The 

practical difficulty of the One-time Pad is that the key, which must be 

randomly generated and communicated over a secure channel, must be as 

long as the plaintext in order to ensure perfect secrecy [7]. In other words, 

the cost of key generation and distribution cannot be ignored. Perfect 

secrecy is defined in [5]. 
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There are two ways of generating random bits: 

1. Generating truly random bits using physical mechanisms where the 

whole bit sequence is securely transmitted. 

2. Generating pseudorandom bits using some seed where only the seed is 

securely transmitted. 

 

 

Fig 1.1 Encryption-Decryption Processes of Stream Cipher Algorithms 

 

 

The generation of truly random bits is difficult, time consuming and 

expensive and the distribution of whole of these bits through a secure 

channel is not practical especially when the size of the bit sequence is as 

large as the plaintext size. The problem identified above can be avoided if a 

pseudo-random number (or bit) generator is used instead of truly random 

number (or bit) generator. 
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A pseudorandom number generator (PRNG), also known as deterministic 

random bit generator (DRBG), is an algorithm for generating a sequence of 

numbers that approximates the properties of random numbers [38]. The 

sequence is not truly random in that it is completely determined by a 

relatively small set of initial values, called the PRNG’s state [38]. A PRNG 

can be started from an arbitrary starting state using a seed state. It will 

always produce the same sequence thereafter when initialized with that state 

[38]. Careful mathematical analysis is required to have any confidence a 

PRNG generates numbers that are sufficiently “random” to suit the intended 

use [38]. 

 

Fig 1.2 Pseudorandom Binary Key Generation Process 
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1.2 Overview of Existing Methods 

 

A system named, Vernam Cipher [1, 2], was introduced by an AT&T 

engineer named Gilbert Vernam in 1918. His system works on binary data 

rather than letters. The ciphertext is generated by performing the bitwise 

XOR of the plaintext and the key. Because of the properties of the XOR, 

decryption simply involves the same bitwise operation. The essence of this 

technique is the means of construction of the key [4].  

 

An Army Signal Corp officer, Joseph Mauborgne, proposed an improvement 

to the Vernam cipher that yields the ultimate in security. Mauborgne 

suggested using a random key that is as long as the message, so that the key 

need not be repeated. In addition, the key is to be used to encrypt and 

decrypt a single message, and then is discarded. Each new message requires 

a new key of the same length as the new message. Such a scheme, known as 

a One-time Pad, is unbreakable [3]. It produces random output that bears no 

statistical relationship to the plaintext. Because the ciphertext contains no 

information whatsoever about the plaintext, there is simply no way to break 

the code [3, 4]. 

 

There are certain design considerations for stream ciphers [5], which are 

given below. 

1. The encryption sequence should have a large period 

2. The encryption sequence should be unpredictable from its previous 

state. To ensure this property, the sequence should have a large 

complexity and proper distribution of ones and zeros. 

3. There should be large variability of the possible keys. 
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There are many techniques for generating stream cipher sequences. An 

overview of some of them is given in [6]. The text includes the description 

of real random and pseudorandom sequence generators. 

 

Real Random-Sequence Generators include RAND Tables, Using Random 

Noise, Using the Computer’s Clock, Measuring Keyboard Latency, Biases 

and Correlations, Distilling Randomness.  

 

Pseudo-Random Sequence Generators include Linear Congruential 

Generators, Linear Feedback Shift Registers (LFSR), Feedback with Carry 

Shift Registers, Nonlinear-Feedback Shift Registers, RC4, SEAL, WAKE, 

PKZIP, A5, Hughes XPD/KPD, RSA, Shamir’s Pseudo-Random-Number 

Generator, Blum-Micali Generator, Blum-Blum-Shub Generator, Nanoteq, 

Rambutan, Additive Generators (like Fish, Pike, Mush), Gifford, Algorithm 

M, Pless Generator, Cellular Automaton Generator, 1/p Generator, crypt(1), 

Rip van Winkle Cipher, Diffie’s Randomized Stream Cipher, Maurer’s 

Randomized Stream Cipher. 

 

Stream ciphers that use LFSR are Geffe Generator, Generalized Geffe 

Generator, Jennings Generator, Beth-Piper Stop-and-Go Generator, 

Alternating Stop-and-Go Generator, Bilateral Stop-and-Go Generator, 

Threshold Generators, Self-Decimated Generators, Multispeed Inner-

Product Generator, Summation Generator, DNRSG, Gollmann Cascade, 

Shrinking Generator, Self-Shrinking Generator. 
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Many researchers worked to find new techniques for pseudorandom 

sequence generation. Several encryption based pseudorandom sequences 

have also been proposed. A few of them are: generating pseudorandom 

sequence by encrypting the seed (possibly some memory attribute like 

instruction address) [22], Elgamal discrete logarithm pseudorandom 

sequence generation [20] and JCA based pseudorandom sequence generation 

[23].  Pseudorandom sequence generation from DNA information [24] is 

another growing field of interest. Other researchers have contributed some 

more techniques for pseudorandom sequence generation [28, 40, 44 – 52] 

and their applications [25, 26]. 

 

Most practical stream-cipher designs center around LFSRs. The problem 

with LFSRs is that they are very inefficient and slow in software [6]. Sparse 

feedback polynomials are avoided as they facilitate correlation attacks and 

dense feedback polynomials are inefficient [6]. Analyzing stream ciphers is 

often easier than analyzing block ciphers [6]. For example, one important 

metric used to analyze LFSR-based generators is linear complexity, or linear 

span. This is defined as the length, n, of the shortest LFSR that can mimic 

the generator output [5, 6]. Any sequence generated by a finite-state machine 

over a finite field has a finite linear complexity [6]. Linear complexity is 

important because a simple algorithm, called the Berlekamp-Massey 

algorithm, can generate this LFSR after examining only 2n bits of the 

keystream [5, 6]. Once this LFSR is generated, the stream cipher is broken. 

One or more of the internal output sequences, often just outputs of individual 

LFSRs, can be correlated with the combined keystream and attacked using 

linear algebra. Often this is called a correlation attack or a divide-and-

conquer attack. 
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There are other general attacks against keystream generators. The linear 

consistency test attempts to identify some subset of the encryption key using 

matrix techniques. There is also the meet-in the-middle consistency attack 

[6]. The linear syndrome algorithm relies on being able to write a fragment 

of the output sequence as a linear equation. There is the best affine 

approximation attack and the derived sequence attack [6]. The techniques of 

differential cryptanalysis have even been applied to stream ciphers, as has 

linear cryptanalysis [6]. 

 

Some researchers have worked for generating pseudorandom sequences 

from microphone input [35].  They have also proposed algorithm for it. 

According to their algorithm, the eight bit of each byte is appended to the 

sequence and the high 7 bits of every byte are discarded. They have tested 

their algorithm using ENT test and the test results show that the sequences 

generated from algorithm are random enough. But according to our 

observation, this algorithm will not be applicable to files of any type as it 

will not generate highly random sequences for all files. For instance, if a file 

contains bytes which are actually random and different from each other, but 

the eight bit of each byte is zero or one for the whole file, then the sequence 

generated from such input will always be a sequence of all zeros or all ones. 

Such a sequence has zero randomness. Moreover the truncation of high bits 

generates a very small length sequence as compared to the input file. 
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CHAPTER 2 

INVERSION-COMPRESSION METHOD 

 

2.1 Introduction 

 

This is the first proposed algorithm and is a compression based algorithm. 

The authorized sender and receiver can share their very large size data over 

an unsecure channel at a very low cost using this algorithm. For this, the 

authorized sender and the authorized receiver share a link on the Internet 

from where a file can be downloaded. This link must be shared using a very 

secure form of communication so that an unauthorized receiver is not able to 

see it. The authorized sender and receiver also decide the compression 

algorithm to be used during the process and share the secret value n between 

them through the same secure channel. Then they download the file from the 

Internet using this link, which is termed as the source file. Then both the 

authorized sender and receiver generate the key file using this source file. 

This key file is XORed with the plain data file to generate a cipher data file. 

Then this cipher data file is transmitted over the unsecure channel.  

 

The information that goes from the authorized sender to the authorized 

receiver through the secure channel or medium includes: the file download 

link, the compression algorithm and the secret value n. 
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The information that goes from the authorized sender to the authorized 

receiver through the insecure channel or medium includes: the cipher data 

file encrypted using the key file generated from the proposed method. 

 

2.2 Methodology 

 

The key generation algorithm consists of the following steps.  

 

Step 1: Input the source binary file in binary read mode. Open two other 

binary files, say X and Y in binary write mode. 

 

Step 2: Segment the source file in one byte segments each.  

 

Step 3: Remove those bytes from the source file whose ASCII value is 

either 0 or 255. Store the result in X.  

 

Step 4: Close X.  

 

Step 5: Open X in binary read mode.  

 

Step 6: Remove all those bytes from X, which duplicate to their immediate 

predecessor bytes and store the resultant bytes in Y.  

 

Step 7: Close X and Y.  

 

Step 8: Open X in binary write mode and Y in binary read mode. 
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Step 9: Scan Y, bit by bit, to get a sequence of n consecutive zeros or n 

consecutive ones, where 3 ≤ n ≤ 14. Note that there will be no sequence of 

15 or more consecutive ones or zeros as the bytes with ASCII values 0 or 

255 are already removed from the file. On getting such a sequence, invert 

the final bit of the sequence. As a result, there will be no sequence in the file, 

which is composed of more than n-1 consecutive zeros or n-1 consecutive 

ones. This n is kept secret 

 

Step 10: Store the resultant bytes in X. 

 

Step 11: Open X in binary read mode and Y in binary write mode. 

 

Step 12: Compress X using some standard compression software like Win 

RAR or Win Zip. This increases randomness of the file. The standard 

compression algorithms like Win RAR or Win ZIP are preferred for the 

process as they provide optimum compression of the file. If any other 

compression technique provides better results i.e. adds more randomness to 

the file then that compression algorithm can be substituted at this step.  

 

Step 13: Store the resultant bytes in Y. The resultant file Y serves as the key 

file during encryption. 

 

Step 14: Close all files. 
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Fig. 2.1 Flowchart of the Inversion-Compression method 

 

The significance of the major steps of the algorithm is given as follows: 

 

Removal of bytes with ASCII values 0 or 255: In this step, the bytes with 

ASCII values 0 or 255 are removed from the source file. Bytes with ASCII 

values 0 or 255 facilitate the cryptanalyst to attack the ciphertext. The 

cryptanalyst will simply apply XOR operation on the ciphertext file and the 

file containing all zeros or ones. This will result into the plaintext file 

containing original characters at the position of bytes with ASCII values 0 or 

255 in the key file. Thus applying this step is essential. Moreover, this step 

removes long runs of zeros and ones. 

 

Removal of successive duplicate bytes: In this step, those bytes which are 

identical to their immediate predecessor are removed from the source file. 
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Duplicate bytes increase the redundancy of the source file and hence should 

be removed to make it more random. In a way, duplicate bytes reduce the 

period of the sub key. Thus removing duplicate bytes is essential. Only 

successive duplicate bytes are removed and not the duplicate bytes of the 

whole file are removed because on doing so the file size will reduce to a 

maximum of 256 bytes. This is because only 256 byte patterns are available. 

A file with a maximum size of 256 bytes is not at all random as the attacker 

will simply use 256*256 combinations to apply a brute force attack. 

 

Inversion: In this step, the source file is scanned, bit by bit, to get a 

sequence of n consecutive zeros or n consecutive ones, where 3 ≤ N ≤ 14. 

On getting such a sequence, the final bit of the sequence is inverted. As a 

result, there will be no sequence in the file, which is composed of more than 

N-1 consecutive zeros or N-1 consecutive ones. This N is kept secret. There 

will be no sequence of 15 or more consecutive ones or zeros as the bytes 

with ASCII values 0 or 255 are already removed from the file. Inversion for 

N<3 is not useful at all. Inversion for N=1 corresponds to the inversion of all 

the bits of the file. Inversion for N=2 corresponds to a file having alternate 1 

and 0 bits, which has zero randomness. 

 

Compression: In this step, the file is finally compressed using standard 

compression algorithms like Win RAR or Win ZIP. This removes the 

remaining redundancy from the file. The standard compression algorithms 

like Win RAR or Win ZIP are preferred for the process as they provide 

optimum compression of the file. If any other compression technique 

provides better results i.e. adds more randomness to the file then that 

compression algorithm can be substituted at this step. 
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2.3 Results 

 

The proposed algorithm was implemented in C programming language and 

used WIN RAR [37] compression software to generate the pseudorandom 

binary key files from various types of source files (i.e. from the text, audio, 

video and image files). The change in the size of the files after each step is 

given in table 2.1.  

 

We also performed ENT [31] and NIST [32] statistical tests on the source 

files and the corresponding output files of the key generation algorithm to 

find the amount of randomness in the files. The ENT and the NIST tests are 

performed using the standard testing software available online on the official 

websites of these tests.  

 

The results of the ENT tests are given in the tables 2.2, 2.3, 2.4 and 2.5 for 

text, image, audio and video files respectively. The results of NIST tests for 

the text file are given in tables 2.6, 2.7, 2.8 and 2.9.  

 

Table 2.1 Size of the files after each step 

File Type Size of SF Size of NRF Size of DRF Size of KF 

(Varied 

because of 

compression) 

Text 11.8 KB 11.8 KB 11.6 KB 4.48 KB 

Audio 94.7 KB 61.3 KB 61 KB 55 KB 

Video 3.97 MB 3.50 MB 3.47 MB 3.41 MB 

Image 63.7 KB 61.5 KB 58 KB 44.7 KB 
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2.3.1 ENT Tests 

Table 2.2 Results of ENT tests on Text File 

TEXT FILE 

File 

type 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

Totally 

Random 

8 0 10 to 90 127.5 3.14 0.0 0.0 

Source File 

UCF 4.364403 45 0.01 93.5753 4.000000000 27.32 0.005331 

CF 7.953960 0 3.10 129.2470 3.125964010 0.50 0.007876 

Null Bytes Removed File 

UCF 4.364403 45 0.01 93.5753 4.000000000 27.32 0.005331 

CF 7.954017 0 3.06 129.3612 3.100257069 1.32 0.007560 

Duplicate Bytes Removed File 

UCF 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

CF 7.958318 0 25.71 128.2676 3.152941176 0.36 0.022398 

File after applying inversion to a sequence of length two 

UCF 0.000000 100 0.01 85.000 4.000000000 27.32 UNDEF 

CF 4.948120 38 0.01 78.3125 3.750000000 19.37 0.442797 

File after applying inversion to a sequence of length three 

UCF 4.021938 49 0.01 136.0150 3.379032258 7.56 -0.207247 

CF 7.957984 0 65.79 124.4317 3.170243205 0.91 0.000763 

File after applying inversion to a sequence of length four 

UCF 4.313830 46 0.01 101.0115 3.961693548 26.10 -0.064890 

CF 7.960601 0 44.16 127.2657 3.093750000 1.52 0.049017 

File after applying inversion to a sequence of length five 

UCF 4.511224 43 0.01 97.3783 3.870967742 23.22 0.030595 

CF 7.956798 0 9.78 129.1454 3.006435006 4.30 0.048245 

File after applying inversion to a sequence of length six 

UCF 4.882123 38 0.01 113.4824 3.397177419 8.14 -0.410593 

CF 7.959954 0 25.25 125.8664 3.225000000 2.65 -0.006100 

File after applying inversion to a sequence of length seven 

UCF 4.364658 45 0.01 93.9212 4.000000000 27.32 -0.045451 

CF 7.952078 0 2.30 127.3687 3.047120419 3.01 0.005032 

File after applying inversion to a sequence of length eight 

UCF 4.372235 45 0.01 93.8406 4.000000000 27.32 -0.035130 

CF 7.957496 0 21.48 127.4739 3.142483660 0.03 0.002176 

File after applying inversion to a sequence of length nine 

UCF 4.372949 45 0.01 93.8379 4.000000000 27.32 -0.034668 

CF 7.956418 0 19.86 125.8027 3.101827676 1.27 0.005942 

File after applying inversion to a sequence of length ten 

UCF 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

CF 7.957868 0 21.34 128.2182 3.064052288 2.47 0.022256 

File after applying inversion to a sequence of length eleven 

UCF 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

CF 7.958183 0 23.32 128.1979 3.064052288 2.47 0.023221 

File after applying inversion to a sequence of length twelve 

UCF 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

CF 7.958104 0 22.88 128.1511 3.058823529 2.63 0.022072 

File after applying inversion to a sequence of length thirteen 
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UCF 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

CF 7.958293 0 24.35 128.1898 3.064052288 2.47 0.022553 

File after applying inversion to a sequence of length fourteen 

UCF 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

CF 7.958303 0 24.79 128.1683 3.064052288 2.47 0.022492 

 

 

Table 2.3 Results of ENT tests on Image File 

IMAGE FILE 

File type Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

Totally 

Random 

8 0 10 to 90 127.5 3.14 0.0 0.0 

Source File 

UCF 7.184481 10 0.01 126.8271 3.504828474 11.56 0.435878 

CF 7.994161 0 0.01 128.9419 3.096559114 1.43 0.049624 

Null Bytes Removed File 

UCF 7.190326 10 0.01 124.0478 3.596536302 14.48 0.573973 

CF 7.993797 0 0.01 129.7162 3.092432832 1.56 0.043240 

Duplicate Bytes Removed File 

UCF 7.213525 9 0.01 123.9359 3.612877182 15.00 0.548074 

CF 7.993735 0 0.01 126.3317 3.164069661 0.72 0.044904 

File after applying inversion to a sequence of length two 

UCF 0.000000 100 0.01 85.0000 4.000000000 27.32 UNDEF 

CF 4.683108 41 0.01 64.2540 3.809523810 21.26 0.327583 

File after applying inversion to a sequence of length three 

UCF 5.660456 29 0.01 126.9927 3.795741245 20.82 0.100742 

CF 7.994063 0 3.38 126.8655 3.147127200 0.18 0.005054 

File after applying inversion to a sequence of length four 

UCF 6.770797 15 0.01 125.7696 3.649207791 16.16 0.381586 

CF 7.994082 0 0.01 126.9810 3.147245315 0.18 0.033214 

File after applying inversion to a sequence of length five 

UCF 7.133488 10 0.01 125.4563 3.603189020 14.69 0.459713 

CF 7.994796 0 0.17 127.9209 3.149455800 0.25 0.040455 

File after applying inversion to a sequence of length six 

UCF 7.251777 9 0.01 123.8837 3.612069836 14.98 0.506082 

CF 7.994911 0 0.21 128.4259 3.117962116 0.75 0.035692 

File after applying inversion to a sequence of length seven 

UCF 7.250141 9 0.01 124.3192 3.624987385 15.39 0.545376 

CF 7.995300 0 3.17 126.9261 3.180464873 1.24 0.039492 

File after applying inversion to a sequence of length eight 

UCF 7.270602 9 0.01 124.0301 3.594711878 14.42 0.538111 

CF 7.994054 0 0.01 126.2493 3.182504556 1.30 0.035721 

File after applying inversion to a sequence of length nine 

UCF 7.233893 9 0.01 123.9347 3.614088203 15.04 0.550350 

CF 7.994059 0 0.01 126.3912 3.174271147 1.04 0.041389 

File after applying inversion to a sequence of length ten 

UCF 7.225757 9 0.01 123.9300 3.613684529 15.03 0.549011 

CF 7.994625 0 0.02 126.6920 3.148090005 0.21 0.039094 

File after applying inversion to a sequence of length eleven 
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UCF 7.219178 9 0.01 123.9324 3.613684529 15.03 0.548359 

CF 7.994027 0 0.01 126.3366 3.144802304 0.10 0.040151 

File after applying inversion to a sequence of length twelve 

UCF 7.214809 9 0.01 123.9353 3.612877182 15.00 0.548112 

CF 7.994066 0 0.01 126.2537 3.134965310 0.21 0.044771 

File after applying inversion to a sequence of length thirteen 

UCF 7.213700 9 0.01 123.9358 3.612877182 15.00 0.548083 

CF 7.994056 0 0.01 126.3751 3.161560618 0.64 0.042576 

File after applying inversion to a sequence of length fourteen 

UCF 7.213525 9 0.01 123.9359 3.612877182 15.00 0.548074 

CF 7.993722 0 0.01 126.3322 3.147832919 0.20 0.044891 

 

Table 2.4 Results of ENT tests on Audio File 

AUDIO FILE 

File type Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

Totally 

Random 

8 0 10 to 90 127.5 3.14 0.0 0.0 

Source File 

UCF 6.200233 22 0.01 125.2086 2.295751129 26.92 0.174946 

CF 7.944631 0 0.01 120.9038 3.231529657 2.86 0.122647 

Null Bytes Removed File 

UCF 7.580974 5 0.01 125.6436 2.861509074 8.92 0.026084 

CF 7.994756 0 0.01 129.3176 3.102113066 1.26 0.016966 

Duplicate Bytes Removed File 

UCF 7.585443 5 0.01 125.6610 2.866961029 8.74 0.019331 

CF 7.995311 0 0.01 129.3084 3.061501423 2.55 0.000428 

File after applying inversion to a sequence of length two 

UCF 0.000000 100 0.01 85.0000 4.000000000 27.32 UNDEF 

CF 4.625971 42 0.01 66.8516 3.809523810 21.26 0.352790 

File after applying inversion to a sequence of length three 

UCF 5.861390 26 0.01 126.5014 3.444423114 9.64 -0.029396 

CF 7.993551 0 0.01 128.5278 3.100490829 1.31 0.004076 

File after applying inversion to a sequence of length four 

UCF 7.093955 11 0.01 126.1196 3.18525628 1.39 0.03054 

CF 7.994442 0 0.01 129.5602 3.113264427 0.90 -0.010121 

File after applying inversion to a sequence of length five 

UCF 7.501193 6 0.01 125.7701 3.053177193 2.81 0.016942 

CF 7.994459 0 0.01 129.4536 3.057069934 2.69 -0.015221 

File after applying inversion to a sequence of length six 

UCF 7.643370 4 0.01 125.6156 2.982146285 5.08 0.016278 

CF 7.994819 0 0.01 129.6460 3.080473610 1.95 -0.013197 

File after applying inversion to a sequence of length seven 

UCF 7.684987 3 0.01 125.7893 2.927625264 6.81 0.017291 

CF 7.995342 0 0.01 128.3935 3.123328067 0.58 0.008629 

File after applying inversion to a sequence of length eight 

UCF 7.704242 3 0.01 125.7250 2.900364753 7.68 0.017971 

CF 7.995339 0 0.01 128.7567 3.085348961 1.79 0.007035 

File after applying inversion to a sequence of length nine 

UCF 7.652395 4 0.01 125.6860 2.880783260 8.30 0.018829 
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CF 7.995118 0 0.01 129.3555 3.080315642 1.95 -0.002605 

File after applying inversion to a sequence of length ten 

UCF 7.619051 4 0.01 125.6742 2.871568439 8.60 0.019166 

CF 7.995107 0 0.01 128.5142 3.075650376 2.10 0.000643 

File after applying inversion to a sequence of length eleven 

UCF 7.601424 4 0.01 125.6672 2.867344980 8.73 0.019284 

CF 7.995350 0 0.01 128.9370 3.078602620 2.01 0.001203 

File after applying inversion to a sequence of length twelve 

UCF 7.592307 5 0.01 125.6633 2.866961029 8.74 0.019326 

CF 7.995413 0 0.01 128.6883 3.074231989 2.14 0.001951 

File after applying inversion to a sequence of length thirteen 

UCF 7.587984 5 0.01 125.6618 2.866961029 8.74 0.019336 

CF 7.995095 0 0.01 128.7596 3.115195274 0.84 0.001691 

File after applying inversion to a sequence of length fourteen 

UCF 7.586127 5 0.01 125.6614 2.866961029 8.74 0.019333 

CF 7.994706 0 0.01 128.7746 3.110624795 0.99 -0.003590 

 

Table 2.5 Results of ENT tests on Video File 

VIDEO FILE 

File type Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

Totally 

Random 

8 0 10 to 90 127.5 3.14 0.0 0.0 

Source File 

UCF 7.606804 4 0.01 112.1045 3.271680939 4.14 0.256775 

CF 7.999189 0 0.01 128.7441 3.106007096 1.13 0.009228 

Null Bytes Removed File 

UCF 7.905910 1 0.01 114.2856 3.391006983 7.94 0.034345 

CF 7.999110 0 0.01 128.8218 3.105272987 1.16 0.011581 

Duplicate Bytes Removed File 

UCF 7.908754 1 0.01 114.5160 3.386551745 7.80 0.024494 

CF 7.999112 0 0.01 128.8943 3.100440684 1.31 0.005575 

File after applying inversion to a sequence of length two 

UCF 0.000000 100 0.01 170.0000 4.000000000 27.32 UNDEF 

CF 2.750624 65 0.01 55.1647 3.979848866 26.68 0.522141 

File after applying inversion to a sequence of length three 

UCF 5.867239 26 0.01 122.5914 3.616147915 15.11 -0.039728 

CF 7.998999 0 0.01 127.8549 3.126183246 0.49 0.003000 

File after applying inversion to a sequence of length four 

UCF 7.175432 10 0.01 120.6774 3.481750960 10.83 0.024000 

CF 7.998608 0 0.01 129.0290 3.110402920 0.99 0.001690 

File after applying inversion to a sequence of length five 

UCF 7.632515 4 0.01 117.8010 3.442665157 9.58 0.025247 

CF 7.998608 0 0.01 129.1819 3.102134974 1.26 -0.001877 

File after applying inversion to a sequence of length six 

UCF 7.819440 2 0.01 117.2579 3.405027951 8.39 0.028836 

CF 7.998868 0 0.01 129.1311 3.099542992 1.34 0.001101 

File after applying inversion to a sequence of length seven 

UCF 7.895737 1 0.01 116.7389 3.386051320 7.78 0.029031 

CF 7.998979 0 0.01 129.0007 3.102261020 1.25 0.000328 
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File after applying inversion to a sequence of length eight 

UCF 7.927758 0 0.01 116.1917 3.378110370 7.53 0.026195 

CF 7.998940 0 0.01 129.0005 3.099738557 1.33 0.000147 

File after applying inversion to a sequence of length nine 

UCF 7.922218 0 0.01 115.0470 3.388968269 7.87 0.025645 

CF 7.998994 0 0.01 128.9252 3.103900566 1.20 0.003272 

File after applying inversion to a sequence of length ten 

UCF 7.916712 1 0.01 114.6800 3.387829144 7.84 0.024953 

CF 7.999123 0 0.01 128.8346 3.106384763 1.12 0.004075 

File after applying inversion to a sequence of length eleven 

UCF 7.913144 1 0.01 114.5566 3.387019247 7.81 0.024526 

CF 7.999157 0 0.01 128.8086 3.106872675 1.11 0.006091 

File after applying inversion to a sequence of length twelve 

UCF 7.911015 1 0.01 114.5274 3.386643928 7.80 0.024467 

CF 7.999143 0 0.01 128.8631 3.101282520 1.28 0.005990 

File after applying inversion to a sequence of length thirteen 

UCF 7.909797 1 0.01 114.5190 3.386571498 7.80 0.024470 

CF 7.999133 0 0.01 128.8448 3.107417541 1.09 0.005895 

File after applying inversion to a sequence of length fourteen 

UCF 7.909106 1 0.01 114.5168 3.386551745 7.80 0.024484 

CF 7.999190 0 0.01 128.8451 3.101381398 1.28 0.005742 

 

2.3.2 NIST Tests 

Table 2.6 Results of NIST tests on Text - Uncompressed File 

 

Table 2.7 Results of NIST tests on Text - Uncompressed File 

UNCOMPRESSED TEXT FILE 

TEST IF 

N=7 

IF 

N=8 

IF 

N=9 

IF 

N=10 

IF 

N=11 

IF 

N=12 

IF 

N=13 

IF 

N=14 

Approx. Entropy F F F F F F F F 

Block Frequency S S S S S S S S 

Cumulative Sum F F F F F F F F 

UNCOMPRESSED TEXT FILE 

TEST SF NRF DRF IF 

N=2 

IF 

N=3 

IF 

N=4 

IF 

N=5 

IF 

N=6 

Approx. Entropy F F F F F F F F 

Block Frequency S S S S S S S S 

Cumulative Sum F F F S F S F F 

FFT F F F F S F F F 

Frequency F F F S F S F F 

Linear Complexity S S S F S S S S 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template F F F F F F F F 

Rank F F F F S F F F 

Runs F F F F F F F F 

Serial1 F F F F F F F F 

Serial2 F F F F F F F F 

Universal S S S S S S S S 
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FFT F F F F F F F F 

Frequency F F F F F F F F 

Linear Complexity S S S S S S S S 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template F F F F F F F F 

Rank F F F F F F F F 

Runs F F F F F F F F 

Serial1 F F F F F F F F 

Serial2 F F F F F F F F 

Universal S S S S S S S S 

 

Table 2.8 Results of NIST tests on Text – Compressed File 

 

Table 2.9 Results of NIST tests on Text - Compressed File 

COMPRESSED TEXT FILE 

TEST IF 

N=7 

IF 

N=8 

IF 

N=9 

IF 

N=10 

IF 

N=11 

IF 

N=12 

IF 

N=13 

IF 

N=14 

Approx. Entropy F F F F F F F F 

Block Frequency F F F F F F F F 

Cumulative Sum S S S S S S S S 

FFT S S S S S S S S 

Frequency S S S S S S S S 

Linear Complexity S F S S S S S S 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template S S S S S S S S 

Rank S S S S S S S S 

Runs S S S S S S S S 

Serial1 F F F F F F F F 

Serial2 S S S S S S S S 

Universal S S S S S S S S 

COMPRESSED TEXT FILE 

TEST SF NRF DRF IF 

N=2 

IF 

N=3 

IF 

N=4 

IF 

N=5 

IF 

N=6 

Approx. Entropy F F F - F F F F 

Block Frequency F F F - F F F F 

Cumulative Sum S S S - S S S F 

FFT S S S - S S S S 

Frequency S S S - S S S F 

Linear Complexity S S S - S S S S 

Longest Run S S S - S S S S 

Non-periodic template S S S - S S S S 

Overlapping Template S S S - S S S S 

Rank S S S - S S S S 

Runs S S S - S S S S 

Serial1 F F F - F F F F 

Serial2 F F S - F F F F 

Universal S S S - S S S S 
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2.4 Advantages and Limitations 

 

This algorithm is an inexpensive alternative to shift registers and can be used 

to generate very long pseudorandom sequences that can be used encrypt 

even an audio or video file.  

 

The algorithm mainly reduces the problem of large size key distribution to 

the authorized receiver. One just needs to tell the authorized receiver (in a 

secure way), the link for source file download (for example) with which the 

data file is encrypted and the secret value n. The authorized receiver can 

generate the key file at his own site using the same source file and decrypt 

the data file from it.  

 

An unauthorized receiver (intruder) cannot generate key file as he has no 

knowledge of source file. Moreover the brute force attack on source file 

using the file database is not possible as the file database is infinite. Also a 

brute force attack for the key file bits is not possible as the size of the key 

file is very large. 

 

This algorithm makes use of the standard compression software from 

Microsoft Corporation. It provides optimum compression but still the key 

file generated from this algorithm does not truly pass the ENT and NIST 

tests. Hence some other compression mechanism or some encryption 

mechanism should be used to get the better result. 

 

Moreover this algorithm does not make use of secret key; hence if the source 

file is compromised in any way then the key file is also not secret any more. 
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Also, the source files downloaded by the authorized sender and receiver 

must be identical. To ensure this, the authorized sender and receiver systems 

can be synchronized. 

 

The seed information, i.e. the source file link and the secret value, must be 

transmitted to an authorized receiver in a secure way and thus rely on some 

other encryption techniques like RSA or AES. Hence the pseudorandom key 

based stream ciphers do not work completely independent of other 

algorithms and their security may be affected by any attack on the security 

of these algorithms. 
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CHAPTER 3 

INVERSION-ENCRYPTION METHOD 

 

3.1 Introduction 

 

This is the second proposed algorithm and is an encryption based algorithm. 

The authorized sender and receiver can share their very large size data over 

an unsecure channel at a very low cost using this algorithm. For this, the 

authorized sender and the authorized receiver share a link on the Internet 

from where a file can be downloaded. This link must be shared using a very 

secure form of communication so that an unauthorized receiver is not able to 

see it. The authorized sender and receiver also decide the cryptographic 

symmetric key algorithm to be used during the process and share the secret 

key and the secret value n between them through the same secure channel. 

Then they download the file from the Internet using this link, which is 

termed as the source file. Then both the authorized sender and receiver 

generate the key file using this source file. This key file is XORed with the 

plain data file to generate a cipher data file. Then this cipher data file is 

transmitted over the unsecure channel. 

  

The information that goes from the authorized sender to the authorized 

receiver through the secure channel or medium includes: the file download 

link, the encryption algorithm, the secret key and the secret value n. 
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The information that goes from the authorized sender to the authorized 

receiver through the insecure channel or medium includes: the cipher data 

file encrypted using the key file generated from the proposed method. 

 

3.2 Methodology 

 

The key generation algorithm consists of the following steps.  

 

Step 1: Input the source binary file in binary read mode. Open two other 

binary files, say X and Y in binary write mode. 

 

Step 2: Segment the source file in one byte segments each.  

 

Step 3: Remove those bytes from the source file whose ASCII value is 

either 0 or 255. Store the result in X.  

 

Step 4: Close X.  

 

Step 5: Open X in binary read mode.  

 

Step 6: Remove all those bytes from X, which duplicate to their immediate 

predecessor bytes and store the resultant bytes in Y.  

 

Step 7: Close X and Y.  

 

Step 8: Open X in binary write mode and Y in binary read mode.  
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Step 9: Scan Y, bit by bit, to get a sequence of n consecutive zeros or n 

consecutive ones, where 3 ≤ n ≤ 14. Note that there will be no sequence of 

15 or more consecutive ones or zeros as null bytes are already removed from 

the file. On getting such a sequence, invert the final bit of the sequence. As a 

result, there will be no sequence in the file, which is composed of more than 

n-1 consecutive zeros or n-1 consecutive ones.  

 

Step 10: Store the resultant bytes in X. 

 

Step 11: Close X and Y. 

 

Step 12: Open X in binary read mode and Y in binary write mode.  

 

Step 13: Segment X in 64-bit blocks for DES and IDEA or 128-bit blocks 

for AES. 

 

Step 14: Encrypt X using some standard secret key encryption algorithm 

like IDEA, DES or AES in ECB mode. This increases randomness of the 

file. Also the secret key is only available with the authorized sender and 

receiver. Hence only the authorized sender and receiver can generate the file.  

 

Step 15: Store the resultant bytes in Y. The resultant file Y serves as the key 

file during encryption. 

 

Step 16: Close all files. 
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Fig. 3.1 Flowchart for the Inversion-Encryption method 

 

The significance of the major steps of the algorithm is given as follows: 

 

Inversion: In this step, the source file is scanned, bit by bit, to get a 

sequence of n consecutive zeros or n consecutive ones, where 3 ≤ N ≤ 14. 

On getting such a sequence, the final bit of the sequence is inverted. As a 

result, there will be no sequence in the file, which is composed of more than 

N-1 consecutive zeros or N-1 consecutive ones. This N is kept secret. There 

will be no sequence of 15 or more consecutive ones or zeros as the bytes 

with ASCII values 0 or 255 are already removed from the file. Inversion for 

N<3 is not useful at all. Inversion for N=1 corresponds to the inversion of all 
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the bits of the file. Inversion for N=2 corresponds to a file having alternate 1 

and 0 bits, which has zero randomness. 

 

Encryption: The results of NIST [32] and ENT [31] tests show that after 

encryption the randomness of the file increases to a great extent. The 

randomness of an encrypted file is close to the randomness of a true random 

file. Also the secret key is only available with the authorized sender and 

receiver. Hence only the authorized sender and receiver can generate the file. 

The encryption is performed in ECB [56] mode because in ECB mode, only 

secret key is used and the initial vector is not required. Hence less 

information is required to be shared through the secure channel and also the 

ECB mode is simpler. 

 

3.3 Results 

The proposed algorithm was implemented in C and Java programming 

language to generate the pseudorandom binary key files from various types 

of source files (i.e. from the text, audio, video and image files). The change 

in the size of the files after each step is given in table 3.1. We also performed 

ENT [31] and NIST [32] statistical tests on the source files and the 

corresponding output files of the key generation algorithm to find the amount 

of randomness in the files. The ENT and the NIST tests are performed using 

the standard testing software available online on the official websites of these 

tests. The results of the ENT tests are given in the tables 3.2, 3.3, 3.4 and 3.5 

for text, image, audio and video files respectively. The results of NIST tests 

for the text file are given in tables 3.6, 3.7, 3.8 and 3.9. The results of NIST 

tests for the audio file are given in tables 3.10, 3.11, 3.12 and 3.13.  
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Table 3.1 Size of the files after each step 

File Type Size of SF Size of NRF Size of DRF Size of KF 

Text 11.8 KB 11.8 KB 11.6 KB 11.6 KB 

Audio 94.7 KB 61.3 KB 61 KB 61 KB 

Video 3.97 MB 3.50 MB 3.47 MB 3.47 MB 

Image 63.7 KB 61.5 KB 58 KB 58 KB 

 

3.3.1 ENT Tests 

Table 3.2 Results of ENT tests on Text File 

TEXT FILE 

Encryption 

type 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 4.364403 45 0.01 93.5753 4.000000000 27.32 0.005331 

IDEA 7.982407 0 4.94 126.9986 3.181862987 1.28 -0.010872 

Null Bytes Removed File 

NONE 4.364403 45 0.01 93.5753 4.000000000 27.32 0.005331 

IDEA 7.982651 0 4.45 126.6336 3.152291769 0.34 0.010005 

Duplicate Bytes Removed File 

NONE 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

IDEA 7.983475 0 23.51 126.7933 3.183467742 1.33 -0.028721 

File after applying inversion to a sequence of length two 

NONE 0.000000 100 0.01 85.000 4.000000000 27.32 UNDEF 

IDEA 3.000000 62 0.01 129.2500 4.000000000 27.32 0.271466 

File after applying inversion to a sequence of length three 

NONE 4.021938 49 0.01 136.0150 3.379032258 7.56 -0.207247 

IDEA 7.983521 0 26.42 126.7744 3.141129032 0.01 -0.001412 

File after applying inversion to a sequence of length four 

NONE 4.313830 46 0.01 101.0115 3.961693548 26.10 -0.064890 

IDEA 7.982166 0 4.49 127.1697 3.153225806 0.37 0.019027 

File after applying inversion to a sequence of length five 

NONE 4.511224 43 0.01 97.3783 3.870967742 23.22 0.030595 

IDEA 7.983702 0 29.97 126.6097 3.153225806 0.37 -0.008499 

File after applying inversion to a sequence of length six 

NONE 4.882123 38 0.01 113.4824 3.397177419 8.14 -0.410593 

IDEA 7.980907 0 0.80 128.7487 3.151209677 0.31 -0.014041 

File after applying inversion to a sequence of length seven 

NONE 4.364658 45 0.01 93.9212 4.000000000 27.32 -0.045451 

IDEA 7.983319 0 21.59 126.9124 3.179435484 1.20 -0.028915 

File after applying inversion to a sequence of length eight 

NONE 4.372235 45 0.01 93.8406 4.000000000 27.32 -0.035130 
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IDEA 7.983233 0 18.88 126.7508 3.183467742 1.33 -0.029151 

File after applying inversion to a sequence of length nine 

NONE 4.372949 45 0.01 93.8379 4.000000000 27.32 -0.034668 

IDEA 7.983423 0 22.73 126.7556 3.183467742 1.33 -0.029203 

File after applying inversion to a sequence of length ten 

NONE 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

IDEA 7.983475 0 23.51 126.7933 3.183467742 1.33 -0.028721 

File after applying inversion to a sequence of length eleven 

NONE 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

IDEA 7.983475 0 23.51 126.7933 3.183467742 1.33 -0.028721 

File after applying inversion to a sequence of length twelve 

NONE 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

IDEA 7.983475 0 23.51 126.7933 3.183467742 1.33 -0.028721 

File after applying inversion to a sequence of length thirteen 

NONE 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

IDEA 7.983475 0 23.51 126.7933 3.183467742 1.33 -0.028721 

File after applying inversion to a sequence of length fourteen 

NONE 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

IDEA 7.983475 0 23.51 126.7933 3.183467742 1.33 -0.028721 

 

Table 3.3 Results of ENT tests on Image File 

IMAGE FILE 

Encryption 

type 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

Totally 

Random 

8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 7.184481 10 0.01 126.8271 3.504828474 11.56 0.435878 

IDEA 7.997344 0 73.18 127.0432 3.140544518 0.03 0.002336 

Null Bytes Removed File 

NONE 7.190326 10 0.01 124.0478 3.596536302 14.48 0.573973 

IDEA 7.996776 0 12.41 127.2197 3.138941759 0.08 0.001124 

Duplicate Bytes Removed File 

NONE 7.213525 9 0.01 123.9359 3.612877182 15.00 0.548074 

IDEA 7.996417 0 4.32 127.5707 3.116269681 0.81 0.001858 

File after applying inversion to a sequence of length two 

NONE 0.000000 100 0.01 85.0000 4.000000000 27.32 UNDEF 

IDEA 3.000000 62 0.01 129.2500 4.000000000 27.32 0.271466 

File after applying inversion to a sequence of length three 

NONE 5.660456 29 0.01 126.9927 3.795741245 20.82 0.100742 

IDEA 7.996730 0 24.69 127.0205 3.167945095 0.84 0.007903 

File after applying inversion to a sequence of length four 

NONE 6.770797 15 0.01 125.7696 3.649207791 16.16 0.381586 

IDEA 7.997146 0 80.37 127.5064 3.118691966 0.73 0.001749 

File after applying inversion to a sequence of length five 

NONE 7.133488 10 0.01 125.4563 3.603189020 14.69 0.459713 

IDEA 7.996694 0 22.96 127.8550 3.122325394 0.61 0.001791 

File after applying inversion to a sequence of length six 

NONE 7.251777 9 0.01 123.8837 3.612069836 14.98 0.506082 

IDEA 7.996770 0 31.06 127.6003 3.119095680 0.72 -0.001814 
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File after applying inversion to a sequence of length seven 

NONE 7.250141 9 0.01 124.3192 3.624987385 15.39 0.545376 

IDEA 7.996820 0 36.69 127.9715 3.111425111 0.96 0.001945 

File after applying inversion to a sequence of length eight 

NONE 7.270602 9 0.01 124.0301 3.594711878 14.42 0.538111 

IDEA 7.996570 0 11.58 127.3089 3.127169964 0.46 0.003827 

File after applying inversion to a sequence of length nine 

NONE 7.233893 9 0.01 123.9347 3.614088203 15.04 0.550350 

IDEA 7.996437 0 4.85 127.5997 3.121114251 0.65 -0.000876 

File after applying inversion to a sequence of length ten 

NONE 7.225757 9 0.01 123.9300 3.613684529 15.03 0.549011 

IDEA 7.996387 0 3.39 127.4927 3.118691966 0.73 -0.001249 

File after applying inversion to a sequence of length eleven 

NONE 7.219178 9 0.01 123.9324 3.613684529 15.03 0.548359 

IDEA 7.996429 0 4.76 127.5651 3.117884538 0.75 0.001042 

File after applying inversion to a sequence of length twelve 

NONE 7.214809 9 0.01 123.9353 3.612877182 15.00 0.548112 

IDEA 7.996468 0 6.11 127.5297 3.116269681 0.81 0.001417 

File after applying inversion to a sequence of length thirteen 

NONE 7.213700 9 0.01 123.9358 3.612877182 15.00 0.548083 

IDEA 7.996416 0 4.30 127.5390 3.117884538 0.75 0.001633 

File after applying inversion to a sequence of length fourteen 

NONE 7.213525 9 0.01 123.9359 3.612877182 15.00 0.548074 

IDEA 7.996417 0 4.32 127.5707 3.116269681 0.81 0.001858 

 

Table 3.4 Results of ENT tests on Audio File 

AUDIO FILE 

Encryption 

type 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 6.200233 22 0.01 125.2086 2.295751129 26.92 0.174946 

IDEA 7.997502 0 0.04 127.4790 3.142998516 0.04 0.001645 

Null Bytes Removed File 

NONE 7.580974 5 0.01 125.6436 2.861509074 8.92 0.026084 

IDEA 7.996578 0 3.72 127.5801 3.139172796 0.08 -0.005006 

Duplicate Bytes Removed File 

NONE 7.585443 5 0.01 125.6610 2.866961029 8.74 0.019331 

IDEA 7.996756 0 13.60 127.6824 3.144475377 0.09 -0.004740 

File after applying inversion to a sequence of length two 

NONE 0.000000 100 0.01 85.0000 4.000000000 27.32 UNDEF 

IDEA 3.000000 62 0.01 129.2500 4.000000000 27.32 0.271466 

File after applying inversion to a sequence of length three 

NONE 5.861390 26 0.01 126.5014 3.444423114 9.64 -0.029396 

IDEA 7.997054 0 47.15 127.0106 3.140635500 0.03 -0.004090 

File after applying inversion to a sequence of length four 

NONE 7.093955 11 0.01 126.1196 3.18525628 1.39 0.03054 

IDEA 7.996936 0 30.16 127.3891 3.146011328 0.14 0.003265 

File after applying inversion to a sequence of length five 
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NONE 7.501193 6 0.01 125.7701 3.053177193 2.81 0.016942 

IDEA 7.997280 0 79.70 127.3381 3.131419795 0.32 -0.000602 

File after applying inversion to a sequence of length six 

NONE 7.643370 4 0.01 125.6156 2.982146285 5.08 0.016278 

IDEA 7.996957 0 35.99 127.2388 3.145627340 0.13 0.005285 

File after applying inversion to a sequence of length seven 

NONE 7.684987 3 0.01 125.7893 2.927625264 6.81 0.017291 

IDEA 7.996723 0 10.49 127.5751 3.120668139 0.67 -0.001743 

File after applying inversion to a sequence of length eight 

NONE 7.704242 3 0.01 125.7250 2.900364753 7.68 0.017971 

IDEA 7.996449 0 1.37 127.7462 3.124508016 0.54 -0.003530 

File after applying inversion to a sequence of length nine 

NONE 7.652395 4 0.01 125.6860 2.880783260 8.30 0.018829 

IDEA 7.997021 0 42.59 127.4060 3.141019487 0.02 -0.004650 

File after applying inversion to a sequence of length ten 

NONE 7.619051 4 0.01 125.6742 2.871568439 8.60 0.019166 

IDEA 7.996839 0 20.02 127.4175 3.151387156 0.31 -0.004831 

File after applying inversion to a sequence of length eleven 

NONE 7.601424 4 0.01 125.6672 2.867344980 8.73 0.019284 

IDEA 7.996848 0 21.15 127.6737 3.137563598 0.13 -0.004927 

File after applying inversion to a sequence of length twelve 

NONE 7.592307 5 0.01 125.6633 2.866961029 8.74 0.019326 

IDEA 7.996782 0 15.93 127.5377 3.145243352 0.12 -0.004949 

File after applying inversion to a sequence of length thirteen 

NONE 7.587984 5 0.01 125.6618 2.866961029 8.74 0.019336 

IDEA 7.996741 0 12.71 127.6942 3.143323414 0.06 -0.005023 

File after applying inversion to a sequence of length fourteen 

NONE 7.586127 5 0.01 125.6614 2.866961029 8.74 0.019333 

IDEA 7.996761 0 14.04 127.6765 3.142171451 0.02 -0.004876 

 

Table 3.5 Results of ENT tests on Video File 

VIDEO FILE 

Encryption 

type 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 7.606804 4 0.01 112.1045 3.271680939 4.14 0.256775 

IDEA 7.935663 0 0.01 125.0358 3.176128177 1.10 -0.010936 

Null Bytes Removed File 

NONE 7.905910 1 0.01 114.2856 3.391006983 7.94 0.034345 

IDEA 7.999931 0 0.01 127.5083 3.142984869 0.04 -0.002135 

Duplicate Bytes Removed File 

NONE 7.908754 1 0.01 114.5160 3.386551745 7.80 0.024494 

IDEA 7.999934 0 0.08 127.4725 3.141887332 0.01 0.000433 

File after applying inversion to a sequence of length two 

NONE 0.000000 100 0.01 170.0000 4.000000000 27.32 UNDEF 

IDEA 3.000000 62 0.01 186.3750 1.000003292 68.17 -0.414491 

File after applying inversion to a sequence of length three 

NONE 5.867239 26 0.01 122.5914 3.616147915 15.11 -0.039728 
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IDEA 7.999939 0 1.38 127.4885 3.142624802 0.03 -0.000481 

File after applying inversion to a sequence of length four 

NONE 7.175432 10 0.01 120.6774 3.481750960 10.83 0.024000 

IDEA 7.999945 0 14.91 127.5084 3.142657725 0.03 0.001103 

File after applying inversion to a sequence of length five 

NONE 7.632515 4 0.01 117.8010 3.442665157 9.58 0.025247 

IDEA 7.999939 0 1.44 127.5310 3.142572126 0.03 0.000066 

File after applying inversion to a sequence of length six 

NONE 7.819440 2 0.01 117.2579 3.405027951 8.39 0.028836 

IDEA 7.999941 0 3.74 127.4779 3.140425560 0.04 -0.000785 

File after applying inversion to a sequence of length seven 

NONE 7.895737 1 0.01 116.7389 3.386051320 7.78 0.029031 

IDEA 7.999940 0 1.96 127.5087 3.142624802 0.03 -0.001025 

File after applying inversion to a sequence of length eight 

NONE 7.927758 0 0.01 116.1917 3.378110370 7.53 0.026195 

IDEA 7.999937 0 0.36 127.5299 3.141288137 0.01 0.000371 

File after applying inversion to a sequence of length nine 

NONE 7.922218 0 0.01 115.0470 3.388968269 7.87 0.025645 

IDEA 7.999942 0 4.98 127.5018 3.141558104 0.00 0.000032 

File after applying inversion to a sequence of length ten 

NONE 7.916712 1 0.01 114.6800 3.387829144 7.84 0.024953 

IDEA 7.999942 0 4.25 127.4749 3.142177052 0.02 0.000416 

File after applying inversion to a sequence of length eleven 

NONE 7.913144 1 0.01 114.5566 3.387019247 7.81 0.024526 

IDEA 7.999936 0 0.27 127.4640 3.141801732 0.01 0.000324 

File after applying inversion to a sequence of length twelve 

NONE 7.911015 1 0.01 114.5274 3.386643928 7.80 0.024467 

IDEA 7.999935 0 0.17 127.4758 3.141274968 0.01 0.000109 

File after applying inversion to a sequence of length thirteen 

NONE 7.909797 1 0.01 114.5190 3.386571498 7.80 0.024470 

IDEA 7.999934 0 0.06 127.4795 3.141834655 0.01 0.000466 

File after applying inversion to a sequence of length fourteen 

NONE 7.909106 1 0.01 114.5168 3.386551745 7.80 0.024484 

IDEA 7.999934 0 0.09 127.4736 3.142078284 0.02 0.000433 

 

3.3.2 NIST Tests 

Table 3.6 Results of NIST tests on Text - Unencrypted File 

UNENCRYPTED TEXT FILE 

TEST SF NRF DRF IF 

N=2 

IF 

N=3 

IF 

N=4 

IF 

N=5 

IF 

N=6 

Approx. Entropy F F F F F F F F 

Block Frequency S S S S S S S S 

Cumulative Sum F F F S F S F F 

FFT F F F F S F F F 

Frequency F F F S F S F F 

Linear Complexity S S S F S S S S 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template F F F F F F F F 
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Table 3.7 Results of NIST tests on Text - Unencrypted File 

UNENCRYPTED TEXT FILE 

TEST IF 

N=7 

IF 

N=8 

IF 

N=9 

IF 

N=10 

IF 

N=11 

IF 

N=12 

IF 

N=13 

IF 

N=14 

Approx. Entropy F F F F F F F F 

Block Frequency S S S S S S S S 

Cumulative Sum F F F F F F F F 

FFT F F F F F F F F 

Frequency F F F F F F F F 

Linear Complexity S S S S S S S S 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template F F F F F F F F 

Rank F F F F F F F F 

Runs F F F F F F F F 

Serial1 F F F F F F F F 

Serial2 F F F F F F F F 

Universal S S S S S S S S 

 

 

Table 3.8 Results of NIST tests on Text - Encrypted File 

 

 

Rank F F F F S F F F 

Runs F F F F F F F F 

Serial1 F F F F F F F F 

Serial2 F F F F F F F F 

Universal S S S S S S S S 

IDEA ENCRYPTED TEXT FILE 

TEST SF NRF DRF IF 

N=2 

IF 

N=3 

IF 

N=4 

IF 

N=5 

IF 

N=6 

Approx. Entropy S S S F S S S S 

Block Frequency S S S S S S S S 

Cumulative Sum S S S F S S S S 

FFT S S S F S S S S 

Frequency S S S F S S S S 

Linear Complexity S F S F S S S S 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template S S S F S S S S 

Rank S S S F S S S S 

Runs S S S F S S S S 

Serial1 S S S F S S S S 

Serial2 S S S F S S S S 

Universal S S S S S S S S 
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Table 3.9 Results of NIST tests on Text - Encrypted File 

IDEA ENCRYPTED TEXT FILE 

TEST IF 

N=7 

IF 

N=8 

IF 

N=9 

IF 

N=10 

IF 

N=11 

IF 

N=12 

IF 

N=13 

IF 

N=14 

Approx. Entropy S S S S S S S S 

Block Frequency S S S S S S S S 

Cumulative Sum S S S S S S S S 

FFT S S S S S S S S 

Frequency S S S S S S S S 

Linear Complexity S S S S S S S S 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template S S S S S S S S 

Rank S S S S S S S S 

Runs S S S S S S S S 

Serial1 S S S S S S S S 

Serial2 S S S S S S S S 

Universal S S S S S S S S 

 

 

Table 3.10 Results of NIST tests on Audio - Unencrypted File 

 

 

Table 3.11 Results of NIST tests on Audio - Unencrypted File 

UNENCRYPTED AUDIO FILE 

TEST IF 

N=7 

IF 

N=8 

IF 

N=9 

IF 

N=10 

IF 

N=11 

IF 

N=12 

IF 

N=13 

IF 

N=14 

Approx. Entropy F F F F F F F F 

Block Frequency F F F F F F F F 

Cumulative Sum F F F F F F F F 

FFT S S S S S S S S 

UNENCRYPTED AUDIO FILE 

TEST SF NRF DRF IF 

N=2 

IF 

N=3 

IF 

N=4 

IF 

N=5 

IF 

N=6 

Approx. Entropy F F F F F F F F 

Block Frequency F F F S S F F F 

Cumulative Sum F F F S S S F F 

FFT F S S F F F S S 

Frequency F F F S S S S S 

Linear Complexity S S F F S S S S 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template F S S F F F F F 

Rank F S S F S S S S 

Runs F F F F F F S F 

Serial1 F F F F F F F F 

Serial2 F F S F F F F F 

Universal S S S S S S S S 
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Frequency F S F F F F F F 

Linear Complexity S S S F S F F F 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template F F F S S S S S 

Rank S S S S S S S S 

Runs F F F F F F F F 

Serial1 F F F F F F F F 

Serial2 F F S S S S S S 

Universal S S S S S S S S 

 

Table 3.12 Results of NIST tests on Audio - Encrypted File 

 

Table 3.13 Results of NIST tests on Audio - Encrypted File 

IDEA ENCRYPTED AUDIO FILE 

TEST IF 

N=7 

IF 

N=8 

IF 

N=9 

IF 

N=10 

IF 

N=11 

IF 

N=12 

IF 

N=13 

IF 

N=14 

Approx. Entropy S S S S S S S S 

Block Frequency S S S S S S S S 

Cumulative Sum S S S S S S S S 

FFT S S S S S S S S 

Frequency S S S S S S S S 

Linear Complexity S S S S S S S S 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template S S S S S S S S 

Rank S S S S S S S S 

Runs S S S S S S S S 

Serial1 S S S S S S S S 

Serial2 S S S S S S S S 

Universal S S S S S S S S 

 

IDEA ENCRYPTED AUDIO FILE 

TEST SF NRF DRF IF 

N=2 

IF 

N=3 

IF 

N=4 

IF 

N=5 

IF 

N=6 

Approx. Entropy S S S F S S S S 

Block Frequency S S S S S S S S 

Cumulative Sum S S S F S S S S 

FFT S S S F S S S S 

Frequency S S S F S S S S 

Linear Complexity S S S F S S S S 

Longest Run S S S S S S S S 

Non-periodic template S S S S S S S S 

Overlapping Template S S S F S S S S 

Rank S S S F S S S S 

Runs S S S F S S S S 

Serial1 S S S F S S S S 

Serial2 S S S F S S S S 

Universal S S S S S S S S 
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3.4 Advantages and Limitations 

 

The algorithm mainly reduces the problem of large size key distribution to 

the authorized receiver. One just needs to tell the authorized receiver (in a 

secure way), the song or movie name (for example) with which the data file 

is encrypted, the value of n, the encryption algorithm and the secret key. The 

authorized receiver can generate the key file at his own site using the same 

popular song or movie file and decrypt the data file from it. An unauthorized 

receiver (intruder) does not have the knowledge of which song or movie file 

is used as key or even the extension of the file used for key generation and 

hence cannot generate key file. Even if the unauthorized receiver knows the 

source file from which the key file is generated, he cannot generate the key 

file as he does not know the secret key used at the encryption stage. 

Moreover the brute force attack on source file using the file database is not 

possible as the file database is infinite. Also a brute force attack on the 

source file bits is not possible as the size of the source file is very large. 

 

This algorithm can be used to generate key file from a source file having any 

kind of file extension and can be used to encrypt a file of type of extension.  

 

The algorithm is simple and executes faster as it can be implemented in C 

programming language. The algorithm attempts to reduce the redundancy in 

the source file to a much greater extent. 

 

This algorithm does not use initial vector and hence only one security 

weapon is with the authorized sender and receiver i.e. the secret key. 
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Also, the source files downloaded by the authorized sender and receiver 

must be identical. To ensure this, the authorized sender and receiver systems 

can be synchronized. 

 

The seed information, i.e. the source file link, the secret key and the secret 

value, must be transmitted to an authorized receiver in a secure way and thus 

rely on some other encryption techniques like RSA or AES. Hence the 

pseudorandom key based stream ciphers do not work completely 

independent of other algorithms and their security may be affected by any 

attack on the security of these algorithms. 
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CHAPTER 4 

DUPLICATE BLOCKS REMOVAL- 

ECB MODE ENCRYPTION METHOD 

 

4.1 Introduction 

 

This is the third proposed algorithm and is an encryption based algorithm. 

The authorized sender and receiver can share their very large size data over 

an unsecure channel at a very low cost using this algorithm. For this, the 

authorized sender and the authorized receiver share a link on the Internet 

from where a file can be downloaded. This link must be shared using a very 

secure form of communication so that an unauthorized receiver is not able to 

see it. The authorized sender and receiver also decide the cryptographic 

symmetric key algorithm to be used during the process and share the secret 

key between them through the same secure channel. Then they download the 

file from the Internet using this link, which is termed as the source file. Then 

both the authorized sender and receiver generate the key file using this 

source file. This key file is XORed with the plain data file to generate a 

cipher data file. Then this cipher data file is transmitted over the unsecure 

channel. 

  

The information that goes from the authorized sender to the authorized 

receiver through the secure channel or medium includes: the file download 

link, the encryption algorithm and the secret key. 
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The information that goes from the authorized sender to the authorized 

receiver through the insecure channel or medium includes: the cipher data 

file encrypted using the key file generated from the proposed method. 

 

4.2 Methodology 

 

The key generation algorithm consists of the following steps. 

 

Step 1: Open the source file in binary read mode. Open two other binary 

files, say X and Y in binary write mode. 

 

Step 2: Remove the header from the source file. Store the result in X. Also, 

instead of generating the key from the whole file, we can also generate the 

key from a segment of the source file. This will be useful when the size of 

key is required to be very small as compared to the size of source file. This 

will speed up the process. 

 

Step 3: Close all X. 

 

Step 4: Open X in binary read mode.   

 

Step 5: Segment X in 64-bit blocks for DES and IDEA or 128-bit blocks for 

AES. 

 

Step 6: Encrypt X using some standard secret key encryption algorithm like 

IDEA, DES or AES in ECB mode. Remove all successive duplicate blocks 
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from the file or alternatively remove all duplicate bytes which occur eight 

times in a sequence from the file. This increases randomness of the file. Also 

the secret key is only available with the authorized sender and receiver. 

Hence only the authorized sender and receiver can generate the file.  

 

Step 7: Store the resultant bytes in Y. The resultant file Y serves as the key 

file during encryption.  

 

Step 8: Close all files. 

 

The significance of the major steps of the algorithm is given as follows: 

 

Header Removal: The header is removed as the header of all files with 

same extension will be almost similar. Thus, if not removed, a cryptanalyst 

can easily predict the first few bytes of the key sequence. Also, instead of 

generating the key from the whole file, we can also generate the key from a 

segment of the source file. This will be useful when the size of key is 

required to be very small as compared to the size of source file. This will 

speed up the process. 

 

Encryption: The results of NIST [32] and ENT [31] tests show that after 

encryption the randomness of the file increases to a great extent. The 

randomness of an encrypted file is close to the randomness of a true random 

file. Also the secret key is only available with the authorized sender and 

receiver. Hence only the authorized sender and receiver can generate the file. 

The encryption is performed in ECB [56] mode because in ECB mode, only 

secret key is used and the initial vector is not required. Hence less 
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information is required to be shared through the secure channel and also the 

ECB mode is simpler. 

 

4.3 Results 

 

The proposed algorithm was implemented in C and Java programming 

language to generate the pseudorandom binary key files from various types 

of source files (i.e. from the text, audio, video and image files). The change 

in the size of the files after each step is given in table 4.1. We also performed 

ENT [31] and NIST [32] statistical tests on the source files and the 

corresponding output files of the key generation algorithm to find the amount 

of randomness in the files. The ENT and the NIST tests are performed using 

the standard testing software available online on the official websites of these 

tests. The results of the ENT tests are given in the tables 4.2, 4.3, 4.4 and 4.5 

for text, image, audio and video files respectively. The results of NIST tests 

for the text file are given in tables 4.6 and 4.7. The results of NIST tests for 

the image file are given in tables 4.8 and 4.9. The results of NIST tests for the 

audio file are given in tables 4.10 and 4.11. The results of NIST tests for the 

video file are given in tables 4.12 and 4.13. 

 

Table 4.1 Size of the files after each step 

 

File Type Size of SF Size of DRF Size of DBRF Size of KF 

Text 11.8 KB 11.6 KB 11.1 KB 11.1 KB 

Audio 94.7 KB 93.6 KB 93.6 KB 93.6 KB 

Video 3.97 MB 3.56 MB 3.54 MB 3.54 MB 

Image 63.7 KB 60.1 KB 60.1 KB 60.1 KB 
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4.3.1 ENT Tests 

 

Table 4.2 Results of ENT tests on Text File 

TEXT FILE 

Encryption 

type 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 4.364403 45 0.01 93.5753 4.000000000 27.32 0.005331 

DES 7.981000 0 0.21 127.4446 3.116141732 0.81 0.003129 

AES 7.981411 0 0.66 126.8760 3.125984252 0.50 -0.003826 

IDEA 7.982407 0 4.94 126.9986 3.181862987 1.28 -0.010872 

Duplicate Bytes Removed File 

NONE 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

DES 7.984920 0 63.14 127.5600 3.125440806 0.51 -0.001218 

AES 7.986449 0 92.84 127.9104 3.198388721 1.81 -0.001904 

IDEA 7.983475 0 23.51 126.7933 3.183467742 1.33 -0.028721 

Duplicate Blocks Removed File 

NONE 4.374020 45 0.01 93.6546 4.000000000 27.32 -0.038895 

DES 7.985385 0 87.59 127.7695 3.107368421 1.09 -0.003982 

AES 7.984903 0 75.08 127.5565 3.093108890 1.54 0.006160 

IDEA 7.983946 0 55.42 126.9711 3.226146547 2.69 -0.026677 

 

Table 4.3 Results of ENT tests on Image File 

IMAGE FILE 

Encryption 

type 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 7.184481 10 0.01 126.8271 3.504828474 11.56 0.435878 

DES 7.996706 0 3.91 127.5251 3.163877138 0.71 0.006217 

AES 7.996834 0 8.19 126.9396 3.165348538 0.76 -0.002723 

IDEA 7.997344 0 73.18 127.0432 3.140544518 0.03 0.002336 

Duplicate Bytes Removed File 

NONE 7.203551 9 0.01 127.0198 3.497174040 11.32 0.403755 

DES 7.997040 0 51.53 127.8566 3.129994153 0.37 -0.002361 

AES 7.996831 0 23.06 127.2630 3.157053780 0.49 0.001480 

IDEA 7.996900 0 32.83 127.9457 3.141604132 0.00 -0.002083 

Duplicate Blocks Removed File 

NONE 7.203451 9 0.01 127.0309 3.497125037 11.32 0.403595 

DES 7.997046 0 52.44 127.8644 3.129994153 0.37 -0.002380 

AES 7.996817 0 21.41 127.2652 3.157833203 0.52 0.001500 

IDEA 7.996902 0 33.22 127.9447 3.141520468 0.00 -0.002100 
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Table 4.4 Results of ENT tests on Audio File 

AUDIO FILE 

Encryption 

type 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 6.200233 22 0.01 125.2086 2.295751129 26.92 0.174946 

DES 7.997638 0 0.30 127.6035 3.126035869 0.50 -0.005894 

AES 7.998136 0 55.02 127.1001 3.152504638 0.35 -0.000312 

IDEA 7.997502 0 0.04 127.4790 3.142998516 0.04 0.001645 

Duplicate Bytes Removed File 

NONE 6.238276 22 0.01 125.9610 2.267692885 27.82 0.160875 

DES 7.997572 0 0.25 127.8322 3.130772119 0.34 -0.003679 

AES 7.998031 0 37.94 127.8142 3.132632633 0.29 0.001870 

IDEA 7.998041 0 38.71 127.4127 3.126712972 0.47 0.001975 

Duplicate Blocks Removed File 

NONE 6.238962 22 0.01 125.9726 2.267651477 27.82 0.160845 

DES 7.997562 0 0.22 127.8418 3.130500094 0.35 -0.003575 

AES 7.997994 0 30.91 127.8323 3.131555889 0.32 0.001347 

IDEA 7.998058 0 42.78 127.4100 3.128583949 0.41 0.002027 

 

Table 4.5 Results of ENT tests on Video File 

VIDEO FILE 

Encryption 

type 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 7.606804 4 0.01 112.1045 3.271680939 4.14 0.256775 

DES 7.941794 0 0.01 127.4130 3.101435687 1.28 -0.015874 

AES 7.967535 0 0.01 126.9710 3.167071221 0.81 -0.006830 

IDEA 7.935663 0 0.01 125.0358 3.176128177 1.10 -0.010936 

Duplicate Bytes Removed File 

NONE 7.892749 1 0.01 112.4897 3.389071855 7.88 0.031485 

DES 7.999929 0 0.01 127.5550 3.141130972 0.01 0.000594 

AES 7.999955 0 85.58 127.5571 3.137745981 0.12 -0.000750 

IDEA 7.999928 0 0.01 127.4735 3.142140192 0.02 -0.000731 

Duplicate Blocks Removed File 

NONE 7.897290 1 0.01 112.7841 3.388054407 7.85 0.030452 

DES 7.999948 0 26.10 127.5312 3.137057753 0.14 0.000482 

AES 7.999950 0 43.56 127.4952 3.141353051 0.01 0.000415 

IDEA 7.999948 0 29.81 127.5053 3.145908644 0.14 -0.000751 
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4.3.2 NIST Tests 

Table 4.6 Results of NIST tests on Text – unencrypted and DES encrypted Files 

 

 

Table 4.7 Results of NIST tests on Text – AES and IDEA encrypted Files 

 

 

Table 4.8 Results of NIST tests on Image – unencrypted and DES encrypted Files 

TEXT FILE 

TEST UNENCRYPTED DES ENCRYPTED 

SF DRF DBRF SF DRF DBRF 

Approx. Entropy F F F S S S 

Block Frequency S S S S S S 

Cumulative Sum F F F S S S 

FFT F F F S S S 

Frequency F F F S S S 

Linear Complexity S S S S S S 

Longest Run S S S S S S 

Non-periodic template S S S S S S 

Overlapping Template F F F S S S 

Rank F F F S S S 

Runs F F F S S S 

Serial1 F F F F S S 

Serial2 F F F S S S 

Universal S S S S S S 

TEXT FILE 

TEST AES ENCRYPTED IDEA ENCRYPTED 

SF DRF DBRF SF DRF DBRF 

Approx. Entropy S S S S S S 

Block Frequency F S S S S S 

Cumulative Sum S S S S S S 

FFT S F S S S S 

Frequency S S S S S S 

Linear Complexity S S S S S S 

Longest Run S S S S S S 

Non-periodic template S S S S S S 

Overlapping Template S S S S S S 

Rank S F S S S S 

Runs S S S S S S 

Serial1 S S S S S S 

Serial2 S S S S S S 

Universal S S S S S S 

IMAGE FILE 

TEST UNENCRYPTED DES ENCRYPTED 

SF DRF DBRF SF DRF DBRF 

Approx. Entropy F F F S S S 

Block Frequency F F F S S S 

Cumulative Sum F F F S S S 

FFT F F F S S S 
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Table 4.9 Results of NIST tests on Image – AES and IDEA encrypted Files 

 

 

Table 4.10 Results of NIST tests on Audio – unencrypted and DES encrypted Files 

 

 

Frequency F F F S S S 

Linear Complexity S S S S S S 

Longest Run S S S S S S 

Non-periodic template S S S S S S 

Overlapping Template F F F S S S 

Rank F F F S S S 

Runs F F F S S S 

Serial1 F F F S S S 

Serial2 F F F S S S 

Universal S S S S S S 

IMAGE FILE 

TEST AES ENCRYPTED IDEA ENCRYPTED 

SF DRF DBRF SF DRF DBRF 

Approx. Entropy S S S S S S 

Block Frequency S S S S S S 

Cumulative Sum S S S S S S 

FFT S S S S S S 

Frequency S S S S S S 

Linear Complexity S S S S S S 

Longest Run S S S S S S 

Non-periodic template S S S S S S 

Overlapping Template S S S S S S 

Rank S S S S S S 

Runs S S S S S S 

Serial1 S S S S S S 

Serial2 S S S S S S 

Universal S S S S S S 

AUDIO FILE 

TEST UNENCRYPTED DES ENCRYPTED 

SF DRF DBRF SF DRF DBRF 

Approx. Entropy F F F S S S 

Block Frequency F F F S S S 

Cumulative Sum F F F S S S 

FFT F F F S S S 

Frequency F F F S S S 

Linear Complexity S S S S S S 

Longest Run S S S S S S 

Non-periodic template S S S S S S 

Overlapping Template F F F S S S 

Rank F F F S S S 

Runs F F F S S S 

Serial1 F F F S S S 

Serial2 F F F S S S 

Universal S S S S S S 
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Table 4.11 Results of NIST tests on Audio – AES and IDEA encrypted Files 

 

 

Table 4.12 Results of NIST tests on Video – unencrypted and DES encrypted Files 

 

 

Table 4.13 Results of NIST tests on Video – AES and IDEA Files 

AUDIO FILE 

TEST AES ENCRYPTED IDEA ENCRYPTED 

SF DRF DBRF SF DRF DBRF 

Approx. Entropy S S S S S S 

Block Frequency S S S S S S 

Cumulative Sum S S S S S S 

FFT S S S S S S 

Frequency S S S S S S 

Linear Complexity S S S S S S 

Longest Run S S S S S S 

Non-periodic template S S S S S S 

Overlapping Template S S S S S S 

Rank S S S S S S 

Runs S S S S S S 

Serial1 S S S S S S 

Serial2 S S S S S S 

Universal S S S S S S 

VIDEO FILE 

TEST UNENCRYPTED AES ENCRYPTED 

SF DRF DBRF SF DRF DBRF 

Approx. Entropy F F F F S S 

Block Frequency F F F S S S 

Cumulative Sum F F F F S S 

FFT F F F F S S 

Frequency F F F F S S 

Linear Complexity F S S F S S 

Longest Run S S S S S S 

Non-periodic template S S S S S S 

Overlapping Template S S S S S S 

Rank F F F F S S 

Runs F F F F S S 

Serial1 F F F F S S 

Serial2 F F F F S S 

Universal S S S S S S 

VIDEO FILE 

TEST DES ENCRYPTED IDEA ENCRYPTED 

SF DRF DBRF SF DRF DBRF 

Approx. Entropy F F S F F S 

Block Frequency S S S S S S 

Cumulative Sum F S S F S S 

FFT F S S F F S 

Frequency F S S F S S 

Linear Complexity F S S F S S 
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4.4 Advantages and Limitations 

 

The algorithm mainly reduces the problem of large size key distribution to 

the authorized receiver. One just requires to tell the authorized receiver (in a 

secure way), the song or movie name or link (for example) with which the 

data file is encrypted, the encryption algorithm and the secret key. The 

authorized receiver can generate the key file at his own site using the same 

popular song or movie file and decrypt the data file from it. An unauthorized 

receiver (intruder) does not have the knowledge of which song or movie file 

is used as key or even the extension of the file used for key generation and 

hence cannot generate key file. Even if the unauthorized receiver knows the 

source file from which the key file is generated, he cannot generate the key 

file as he does not know the secret key used at the encryption stage. 

Moreover the brute force attack on source file using the file database is not 

possible as the file database on the Internet is infinite. Also a brute force 

attack on the source file bits is not possible as the size of the source file is 

very large. 

 

This algorithm can be used to generate key file from a source file having any 

kind of file extension and can be used to encrypt a file of type of extension. 

Longest Run S S S S S S 

Non-periodic template S S S S S S 

Overlapping Template S F S S S S 

Rank F S S F F S 

Runs F F S F S S 

Serial1 F F S F F S 

Serial2 F F S F F S 

Universal S S S S S S 
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The algorithm attempts to reduce the redundancy in the source file to a much 

greater extent. 

 

This algorithm also does not use initial vector and hence only one weapon 

for security is with the authorized sender and receiver i.e. the secret key. 

 

This algorithm may execute slowly. Also, the source files downloaded by 

the authorized sender and receiver must be identical. To ensure this, the 

authorized sender and receiver systems can be synchronized. 

 

The seed information, i.e. the source file link and the secret key, must be 

transmitted to an authorized receiver in a secure way and thus rely on some 

other encryption techniques like RSA or AES. Hence the pseudorandom key 

based stream ciphers do not work completely independent of other 

algorithms and their security may be affected by any attack on the security 

of these algorithms. 
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CHAPTER 5 

DUPLICATE BLOCKS REMOVAL- 

CHAINING MODE ENCRYPTION METHOD 

 

5.1 Introduction 

 

This is the fourth proposed algorithm and is an encryption based algorithm. 

The authorized sender and receiver can share their very large size data over 

an unsecure channel at a very low cost using this algorithm. For this, the 

authorized sender and the authorized receiver share a link on the Internet 

from where a file can be downloaded. This link must be shared using a very 

secure form of communication so that an unauthorized receiver is not able to 

see it. The authorized sender and receiver also decide the cryptographic 

symmetric key algorithm to be used during the process and share the secret 

key and the initial vector between them through the same secure channel. 

Then they download the file from the Internet using this link, which is 

termed as the source file. Then both the authorized sender and receiver 

generate the key file using this source file. This key file is XORed with the 

plain data file to generate a cipher data file. Then this cipher data file is 

transmitted over the unsecure channel. 

 

The information that goes from the authorized sender to the authorized 

receiver through the secure channel or medium includes: the file download 

link, the encryption algorithm, the chaining mode, the secret key and the 

initial vector. 
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The information that goes from the authorized sender to the authorized 

receiver through the insecure channel or medium includes: the cipher data 

file encrypted using the key file generated from the proposed method. 

 

5.2 Methodology 

 

The key generation algorithm consists of the following steps.  

 

Step 1: Open the source file in binary read mode. Open two other binary 

files, say X and Y in binary write mode. 

 

Step 2: Remove the header from the source file. Store the result in X. Also, 

instead of generating the key from the whole file, we can also generate the 

key from a segment of the source file. This will be useful when the size of 

key is required to be very small as compared to the size of source file. This 

will speed up the process. 

 

Step 3: Close all X. 

 

Step 4: Open X in binary read mode.   

 

Step 5: Segment X in 64-bit blocks for DES and IDEA or 128-bit blocks for 

AES. 
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Step 6: Encrypt X using some standard secret key encryption algorithm like 

IDEA, DES or AES in chaining mode (CBC/CFB/OFB). Remove all 

successive duplicate blocks from the file or alternatively remove all 

duplicate bytes which occur eight times in a sequence from the file. This 

increases randomness of the file. Also the secret key and initial vector are 

only available with the authorized sender and receiver. Hence only the 

authorized sender and receiver can generate the file.  

 

Step 7: Store the resultant bytes in Y. The resultant file Y serves as the key 

file during encryption. 

 

Step 8: Close all files. 

 

The significance of the major steps of the algorithm is given as follows: 

 

Header Removal: The header is removed as the header of all files with 

same extension will be almost similar. Thus, if not removed, a cryptanalyst 

can easily predict the first few bytes of the key sequence. Also, instead of 

generating the key from the whole file, we can also generate the key from a 

segment of the source file. This will be useful when the size of key is 

required to be very small as compared to the size of source file. This will 

speed up the process. 

 

Encryption: The results of NIST and ENT tests show that after encryption 

the randomness of the file increases to a great extent. The randomness of an 

encrypted file is close to the randomness of a true random file. The 

encryption is performed in chaining mode (CBC/CFB/OFB) [56] and not in 
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ECB [56] mode because in ECB mode, a codebook attack is possible. In this 

attack, if two or more blocks of plaintext are identical then the 

corresponding ciphertext blocks will also be identical. Thus a cryptanalyst 

can use this information to attack the secret system. It does not matter that 

the identical blocks of the plaintext reside at which position in the source 

file. The probability of a codebook attack increases when the number of such 

identical blocks is large in the source file. Performing the encryption in 

chaining mode removes the probability of the codebook attack.  

 

5.3 Results 

 

The proposed algorithm was implemented in C and Java programming 

language to generate the pseudorandom binary key files from various types 

of source files (i.e. from the text, audio, video and image files). The change 

in the size of the files after each step is given in table 5.1. We also performed 

ENT [31] and NIST [32] statistical tests on the source files and the 

corresponding output files of the key generation algorithm to find the amount 

of randomness in the files. The ENT and the NIST tests are performed using 

the standard testing software available online on the official websites of these 

tests. The results of the ENT tests are given in the tables 5.2, 5.3, 5.4 and 5.5 

for text, image, audio and video files respectively. The results of NIST tests 

for the text file are given in tables 5.6, 5.7 and 5.8. The results of NIST tests 

for the image file are given in tables 5.9, 5.10 and 5.11. The results of NIST 

tests for the audio file are given in tables 5.12, 5.13 and 5.14. The results of 

NIST tests for the video file are given in tables 5.15, 5.16 and 5.17. 
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Table 5.1 Size of the files after each step 

File Type Size of SF Size of DRF Size of DBRF Size of KF 

Text 11.8 KB 11.6 KB 11.1 KB 11.1 KB 

Audio 94.7 KB 93.6 KB 93.6 KB 93.6 KB 

Video 3.97 MB 3.56 MB 3.54 MB 3.54 MB 

Image 63.7 KB 60.1 KB 60.1 KB 60.1 KB 

 

5.3.1 ENT Tests 

Table 5.2 Results of ENT tests on Text File 

TEXT FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 4.364403 45 0.01 93.5753 4.000000000 27.32 0.005331 

AES Encrypted Source File 

CBC 7.981414 0 0.85 129.2305 3.059055118 2.63 0.003301 

CFB 7.984934 0 48.98 128.0091 3.088582677 1.69 -0.012361 

OFB 7.984554 0 35.51 127.0594 3.192913386 1.63 0.003837 

DES Encrypted Source File 

CBC 7.984761 0 43.55 126.5590 3.187007874 1.45 -0.005805 

CFB 7.985555 0 66.11 127.9566 3.055118110 2.75 -0.001727 

OFB 7.985568 0 69.94 127.4976 3.141732283 0.00 0.004748 

Duplicate Bytes Removed File 

NONE 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

AES Encrypted Duplicate Bytes Removed File 

CBC 7.987448 0 98.47 127.0578 3.208459215 2.13 -0.001078 

CFB 7.983033 0 12.66 128.0075 3.125881168 0.50 -0.006565 

OFB 7.984573 0 49.83 126.9382 3.170191339 0.91 -0.000054 

DES Encrypted Duplicate Bytes Removed File 

CBC 7.985959 0 84.14 128.4050 3.121410579 0.64 -0.001444 

CFB 7.983799 0 31.09 126.4731 3.117380353 0.77 -0.012860 

OFB 7.986016 0 86.87 127.3440 3.153652393 0.38 0.005629 

Duplicate Blocks Removed File 

NONE 4.374020 45 0.01 93.6546 4.000000000 27.32 -0.038895 

AES Encrypted Duplicate Blocks Removed File 

CBC 7.982608 0 15.99 129.0339 3.187795897 1.47 -0.005523 

CFB 7.985064 0 79.47 127.8787 3.109942136 1.01 -0.003268 

OFB 7.985196 0 84.88 127.3972 3.122567070 0.61 -0.001105 

DES Encrypted Duplicate Blocks Removed File 

CBC 7.985360 0 85.94 126.2659 3.157894737 0.52 -0.008137 

CFB 7.982293 0 15.19 127.9438 3.086315789 1.76 -0.007784 

OFB 7.983706 0 48.89 127.4754 3.164210526 0.72 -0.005406 
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Table 5.3 Results of ENT tests on Image File 

IMAGE FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 7.184481 10 0.01 126.8271 3.504828474 11.56 0.435878 

AES Encrypted Source File 

CBC 7.997009 0 25.02 127.6634 3.159095089 0.56 0.002612 

CFB 7.997205 0 53.19 127.9309 3.133345595 0.26 0.002743 

OFB 7.997005 0 21.39 127.6488 3.139231194 0.08 -0.005302 

DES Encrypted Source File 

CBC 7.997578 0 94.72 127.4071 3.165348538 0.76 0.001454 

CFB 7.997158 0 46.28 127.1562 3.133713445 0.25 0.005772 

OFB 7.997188 0 48.69 127.5111 3.131506345 0.32 -0.000608 

Duplicate Bytes Removed File 

NONE 7.203551 9 0.01 127.0198 3.497174040 11.32 0.403755 

AES Encrypted Duplicate Bytes Removed File 

CBC 7.997269 0 82.82 127.1143 3.156664069 0.48 -0.005372 

CFB 7.997007 0 48.93 127.3832 3.131722525 0.31 -0.002387 

OFB 7.996878 0 29.65 127.9351 3.147310990 0.18 0.000137 

DES Encrypted Duplicate Bytes Removed File 

CBC 7.996863 0 27.32 127.3771 3.149873319 0.26 -0.004107 

CFB 7.997184 0 73.21 127.3175 3.160397583 0.60 0.005344 

OFB 7.996711 0 11.82 127.2607 3.121808614 0.63 0.006084 

Duplicate Blocks Removed File 

NONE 7.203451 9 0.01 127.0309 3.497125037 11.32 0.403595 

AES Encrypted Duplicate Blocks Removed File 

CBC 7.997275 0 83.41 127.1037 3.156664069 0.48 -0.005419 

CFB 7.997005 0 48.53 127.3841 3.131722525 0.31 -0.002413 

OFB 7.996875 0 29.28 127.9343 3.147310990 0.18 0.000151 

DES Encrypted Duplicate Blocks Removed File 

CBC 7.996865 0 27.67 127.3809 3.149873319 0.26 -0.004063 

CFB 7.997172 0 71.66 127.3166 3.160397583 0.60 0.005361 

OFB 7.996707 0 11.58 127.2616 3.121808614 0.63 0.006112 

 

Table 5.4 Results of ENT tests on Audio File 

AUDIO FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 6.200233 22 0.01 125.2086 2.295751129 26.92 0.174946 

AES Encrypted Source File 

CBC 7.998017 0 29.11 127.9112 3.109956710 1.01 0.007598 
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CFB 7.997902 0 11.73 127.3821 3.130488559 0.35 0.007982 

OFB 7.998031 0 32.37 127.9757 3.119851577 0.69 -0.001320 

DES Encrypted Source File 

CBC 7.997967 0 21.63 127.5902 3.126283241 0.49 0.005749 

CFB 7.998078 0 42.50 127.4880 3.160667904 0.61 -0.004354 

OFB 7.997968 0 20.95 127.2620 3.147062461 0.17 -0.001750 

Duplicate Bytes Removed File 

NONE 6.238276 22 0.01 125.9610 2.267692885 27.82 0.160875 

AES Encrypted Duplicate Bytes Removed File 

CBC 7.998085 0 51.59 127.4865 3.140890891 0.02 -0.004667 

CFB 7.998121 0 57.31 127.6669 3.136636637 0.16 0.001433 

OFB 7.998058 0 43.98 127.3267 3.131131131 0.33 -0.004011 

DES Encrypted Duplicate Bytes Removed File 

CBC 7.998247 0 84.00 127.6452 3.145789013 0.13 0.001662 

CFB 7.998192 0 73.09 127.4565 3.165310975 0.75 -0.000014 

OFB 7.998354 0 94.66 127.5859 3.148291828 0.21 -0.002491 

Duplicate Blocks Removed File 

NONE 6.238962 22 0.01 125.9726 2.267651477 27.82 0.160845 

AES Encrypted Duplicate Blocks Removed File 

CBC 7.998095 0 53.99 127.4925 3.142320691 0.02 -0.004222 

CFB 7.998103 0 53.95 127.6487 3.138815872 0.09 0.000346 

OFB 7.998045 0 41.08 127.3267 3.129302791 0.39 -0.004233 

DES Encrypted Duplicate Blocks Removed File 

CBC 7.998241 0 83.44 127.6534 3.145772047 0.13 0.001940 

CFB 7.998220 0 78.57 127.4175 3.163547600 0.70 -0.000599 

OFB 7.998339 0 93.56 127.6059 3.147524567 0.19 -0.002567 

 

Table 5.5 Results of ENT tests on Video File 

VIDEO FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 7.606804 4 0.01 112.1045 3.271680939 4.14 0.256775 

AES Encrypted Source File 

CBC 7.999953 0 21.07 127.4872 3.141693605 0.00 0.000406 

CFB 7.999959 0 78.20 127.4771 3.144166945 0.08 0.000367 

OFB 7.999956 0 47.08 127.4854 3.139824220 0.06 -0.000285 

DES Encrypted Source File 

CBC 7.999956 0 49.38 127.4710 3.138742853 0.09 0.000121 

CFB 7.999956 0 45.43 127.4665 3.141716613 0.00 0.000472 

OFB 7.999957 0 57.75 127.5061 3.142228537 0.02 0.000206 

Duplicate Bytes Removed File 

NONE 7.892749 1 0.01 112.4897 3.389071855 7.88 0.031485 

AES Encrypted Duplicate Bytes Removed File 

CBC 7.999945 0 10.11 127.5300 3.141478682 0.00 -0.000809 

CFB 7.999952 0 62.23 127.5222 3.136860907 0.15 -0.000506 

OFB 7.999961 0 99.18 127.4717 3.143813224 0.07 -0.000152 

DES Encrypted Duplicate Bytes Removed File 
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CBC 7.999953 0 66.48 127.4791 3.142227695 0.02 0.001001 

CFB 7.999948 0 21.64 127.4859 3.142317485 0.02 0.000002 

OFB 7.999951 0 54.55 127.5118 3.142253349 0.02 -0.000318 

Duplicate Blocks Removed File 

NONE 7.897290 1 0.01 112.7841 3.388054407 7.85 0.030452 

AES Encrypted Duplicate Blocks Removed File 

CBC 7.999955 0 83.72 127.5514 3.139340839 0.07 0.000570 

CFB 7.999952 0 60.29 127.4694 3.143507150 0.06 -0.000383 

OFB 7.999948 0 30.82 127.4848 3.143204028 0.05 -0.000172 

DES Encrypted Duplicate Blocks Removed File 

CBC 7.999954 0 74.81 127.5190 3.139901937 0.05 0.000144 

CFB 7.999952 0 59.27 127.4979 3.142462348 0.03 -0.000867 

OFB 7.999945 0 8.83 127.5065 3.140256654 0.04 -0.000513 

 

5.3.2 NIST Tests 

 

Table 5.6 Results of NIST tests on Text – Source File 

 

Table 5.7 Results of NIST tests on Text – Duplicate Bytes Removed File 

Text – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency S S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Text – Duplicate Bytes Removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency S S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 
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Table 5.8 Results of NIST tests on Text – Duplicate Blocks Removed File 

 

Table 5.9 Results of NIST tests on Image – Source File 

 

 

 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S F S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S F S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Text – Duplicate Blocks Removed File 

TEST UNENCRYPTED AES ENCRYPTED DES ENCRYPTED 

CBC CFB OFB CBC CFB OFB 

Approx. Entropy F S S S S S S 

Block Frequency S S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Image – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 
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Table 5.10 Results of NIST tests on Image – Duplicate Bytes Removed File 

 

Table 5.11 Results of NIST tests on Image – Duplicate Blocks Removed File 

 

Table 5.12 Results of NIST tests on Audio – Source File 

Image – Duplicate Bytes Removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S F S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Image – Duplicate Blocks Removed File 

TEST UNENCRYPTED AES ENCRYPTED DES ENCRYPTED 

CBC CFB OFB CBC CFB OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S F S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Audio – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 
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Table 5.13 Results of NIST tests on Audio – Duplicate bytes Removed File 

 

Table 5.14 Results of NIST tests on Audio – Duplicate Blocks Removed File 

 

 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S F S S S S 

Serial1 F S F S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Audio – Duplicate bytes Removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F F S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Audio – Duplicate Blocks Removed File 

TEST UNENCRYPTED AES ENCRYPTED DES ENCRYPTED 

CBC CFB OFB CBC CFB OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S F S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 
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Table 5.15 Results of NIST tests on Video – Source File 

 

Table 5.16 Results of NIST tests on Video – Duplicate Bytes Removed File 

 

Table 5.17 Results of NIST tests on Video – Duplicate Blocks Removed File 

Video – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity F S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S F S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Video – Duplicate Bytes Removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S F S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S F S S S 

Universal S S S S S S S 

Video – Duplicate Blocks Removed File 

TEST UNENCRYPTED AES ENCRYPTED DES ENCRYPTED 

CBC CFB OFB CBC CFB OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 
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5.4 Advantages and Limitations 

 

The algorithm mainly reduces the problem of large size key distribution to 

the authorized receiver. One just requires to tell the authorized receiver (in a 

secure way), the song or movie name or link (for example) with which the 

data file is encrypted, the encryption algorithm the initial value and the 

secret key. The authorized receiver can generate the key file at his own site 

using the same popular song or movie file and decrypt the data file from it. 

An unauthorized receiver (intruder) does not have the knowledge of which 

song or movie file is used as key or even the extension of the file used for 

key generation and hence cannot generate key file. Even if the unauthorized 

receiver knows the source file from which the key file is generated, he 

cannot generate the key file as he does not know the secret key and initial 

value used at the encryption stage. Moreover the brute force attack on source 

file using the file database is not possible as the file database on the Internet 

is infinite. Also a brute force attack on the source file bits is not possible as 

the size of the source file is very large. 

 

This algorithm is better than the algorithm given in chapter 4 in that it uses 

an initial vector and chaining mode encryption methods and hence the 

strength of the algorithm against the brute force attack is higher. 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 
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Again, this algorithm is slow. 

 

Also, the source files downloaded by the authorized sender and receiver 

must be identical. To ensure this, the authorized sender and receiver systems 

can be synchronized. 

 

The seed information, i.e. the source file link, the secret key and the initial 

value, must be transmitted to an authorized receiver in a secure way and thus 

rely on some other encryption techniques like RSA or AES. Hence the 

pseudorandom key based stream ciphers do not work completely 

independent of other algorithms and their security may be affected by any 

attack on the security of these algorithms. 
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CHAPTER 6 

WITHOUT DUPLICATE BLOCKS REMOVAL- 

CHAINING MODE ENCRYPTION METHOD 

 

6.1 Introduction 

 

This is the fifth proposed algorithm and is an encryption based algorithm. 

The authorized sender and receiver can share their very large size data over 

an unsecure channel at a very low cost using this algorithm. For this, the 

authorized sender and the authorized receiver share a link on the Internet 

from where a file can be downloaded. This link must be shared using a very 

secure form of communication so that an unauthorized receiver is not able to 

see it. The authorized sender and receiver also decide the cryptographic 

symmetric key algorithm to be used during the process and share the secret 

key and the initial value between them through the same secure channel. 

Then they download the file from the Internet using this link, which is 

termed as the source file. Then both the authorized sender and receiver 

generate the key file using this source file. This key file is XORed with the 

plain data file to generate a cipher data file. Then this cipher data file is 

transmitted over the unsecure channel. 

 

The information that goes from the authorized sender to the authorized 

receiver through the secure channel or medium includes: the file download 

link, the encryption algorithm, the chaining mode, the initial vector and the 

secret key 
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The information that goes from the authorized sender to the authorized 

receiver through the insecure channel or medium includes: the cipher data 

file encrypted using the key file generated from the proposed method. 

 

6.2 Methodology 

 

The key generation algorithm consists of the following steps.  

 

Step 1: Input the source binary file in binary read mode. Open two other 

binary files, say X and Y in binary write mode. 

 

Step 2: Remove the header from the source file. Store the result in X. Also, 

instead of generating the key from the whole file, we can also generate the 

key from a segment of the source file. This will be useful when the size of 

key is required to be very small as compared to the size of source file. This 

will speed up the process. 

 

Step 3: Close X. 

 

Step 4: Open X in binary read mode.   

 

Step 5: Segment X in 64-bit blocks for DES and IDEA or 128-bit blocks for 

AES.  
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Step 6: Encrypt X using some standard secret key encryption algorithm like 

IDEA, DES or AES in Cyclic mode (CBC, CFB or OFB). Remove all 

duplicate bytes which occur eight times in a sequence blocks from the file. 

This increases randomness of the file. Also the secret key and the initial 

vector are only available with the authorized sender and receiver. Hence 

only the authorized sender and receiver can generate the file.  

 

Step 7: Store the resultant bytes in Y. The resultant file Y serves as the key 

file during encryption. 

 

Step 8: Close all files. 

 

The significance of the major steps of the algorithm is given as follows: 

 

Header Removal: The header is removed as the header of all files with 

same extension will be almost similar. Thus, if not removed, a cryptanalyst 

can easily predict the first few bytes of the key sequence. Also, instead of 

generating the key from the whole file, we can also generate the key from a 

segment of the source file. This will be useful when the size of key is 

required to be very small as compared to the size of source file. This will 

speed up the process. 

 

Encryption: The results of NIST and ENT tests show that after encryption 

the randomness of the file increases to a great extent. The randomness of an 

encrypted file is close to the randomness of a true random file. The 

encryption is performed in chaining mode (CBC/CFB/OFB) [56] and not in 

ECB [56] mode because in ECB mode, a codebook attack is possible. In this 
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attack, if two or more blocks of plaintext are identical then the 

corresponding ciphertext blocks will also be identical. Thus a cryptanalyst 

can use this information to attack the secret system. It does not matter that 

the identical blocks of the plaintext reside at which position in the source 

file. The probability of a codebook attack increases when the number of such 

identical blocks is large in the source file. Performing the encryption in 

chaining mode removes the probability of the codebook attack.  

6.3 Results 

 

The proposed algorithm was implemented in C and Java programming 

language to generate the pseudorandom binary key files from various types 

of source files (i.e. from the text, audio, video and image files). The change 

in the size of the files after each step is given in table 6.1. We also performed 

ENT [31] and NIST [32] statistical tests on the source files and the 

corresponding output files of the key generation algorithm to find the amount 

of randomness in the files. The ENT and the NIST tests are performed using 

the standard testing software available online on the official websites of these 

tests. The results of the ENT tests are given in the tables 6.2, 6.3, 6.4 and 6.5 

for text, image, audio and video files respectively. The results of NIST tests 

for the text file are given in tables 6.6 and 6.7. The results of NIST tests for 

the image file are given in tables 6.8 and 6.9. The results of NIST tests for the 

audio file are given in tables 6.10 and 6.11. The results of NIST tests for the 

video file are given in tables 6.12 and 6.13. 

Table 6.1 Size of the files after each step 

File Type Size of SF Size of DRF Size of KF 

Text 11.8 KB 11.6 KB 11.6 KB 

Audio 94.7 KB 93.6 KB 93.6 KB 
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Video 3.97 MB 3.56 MB 3.56 MB 

Image 63.7 KB 60.1 KB 60.1 KB 

6.3.1 ENT Tests 

Table 6.2 Results of ENT tests on Text File 

TEXT FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 4.364403 45 0.01 93.5753 4.000000000 27.32 0.005331 

AES Encrypted Source File 

CBC 7.981414 0 0.85 129.2305 3.059055118 2.63 0.003301 

CFB 7.984934 0 48.98 128.0091 3.088582677 1.69 -0.012361 

OFB 7.984554 0 35.51 127.0594 3.192913386 1.63 0.003837 

DES Encrypted Source File 

CBC 7.984761 0 43.55 126.5590 3.187007874 1.45 -0.005805 

CFB 7.985555 0 66.11 127.9566 3.055118110 2.75 -0.001727 

OFB 7.985568 0 69.94 127.4976 3.141732283 0.00 0.004748 

Duplicate Bytes Removed File 

NONE 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

AES Encrypted Duplicate Bytes Removed File 

CBC 7.987448 0 98.47 127.0578 3.208459215 2.13 -0.001078 

CFB 7.983033 0 12.66 128.0075 3.125881168 0.50 -0.006565 

OFB 7.984573 0 49.83 126.9382 3.170191339 0.91 -0.000054 

DES Encrypted Duplicate Bytes Removed File 

CBC 7.985959 0 84.14 128.4050 3.121410579 0.64 -0.001444 

CFB 7.983799 0 31.09 126.4731 3.117380353 0.77 -0.012860 

OFB 7.986016 0 86.87 127.3440 3.153652393 0.38 0.005629 

 

Table 6.3 Results of ENT tests on Image File 

IMAGE FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 7.184481 10 0.01 126.8271 3.504828474 11.56 0.435878 

AES Encrypted Source File 

CBC 7.997009 0 25.02 127.6634 3.159095089 0.56 0.002612 

CFB 7.997205 0 53.19 127.9309 3.133345595 0.26 0.002743 

OFB 7.997005 0 21.39 127.6488 3.139231194 0.08 -0.005302 

DES Encrypted Source File 

CBC 7.997578 0 94.72 127.4071 3.165348538 0.76 0.001454 

CFB 7.997158 0 46.28 127.1562 3.133713445 0.25 0.005772 



 67

OFB 7.997188 0 48.69 127.5111 3.131506345 0.32 -0.000608 

Duplicate Bytes Removed File 

NONE 7.203551 9 0.01 127.0198 3.497174040 11.32 0.403755 

AES Encrypted Duplicate Bytes Removed File 

CBC 7.997269 0 82.82 127.1143 3.156664069 0.48 -0.005372 

CFB 7.997007 0 48.93 127.3832 3.131722525 0.31 -0.002387 

OFB 7.996878 0 29.65 127.9351 3.147310990 0.18 0.000137 

DES Encrypted Duplicate Bytes Removed File 

CBC 7.996863 0 27.32 127.3771 3.149873319 0.26 -0.004107 

CFB 7.997184 0 73.21 127.3175 3.160397583 0.60 0.005344 

OFB 7.996711 0 11.82 127.2607 3.121808614 0.63 0.006084 

 

Table 6.4 Results of ENT tests on Audio File 

AUDIO FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 6.200233 22 0.01 125.2086 2.295751129 26.92 0.174946 

AES Encrypted Source File 

CBC 7.998017 0 29.11 127.9112 3.109956710 1.01 0.007598 

CFB 7.997902 0 11.73 127.3821 3.130488559 0.35 0.007982 

OFB 7.998031 0 32.37 127.9757 3.119851577 0.69 -0.001320 

DES Encrypted Source File 

CBC 7.997967 0 21.63 127.5902 3.126283241 0.49 0.005749 

CFB 7.998078 0 42.50 127.4880 3.160667904 0.61 -0.004354 

OFB 7.997968 0 20.95 127.2620 3.147062461 0.17 -0.001750 

Duplicate Bytes Removed File 

NONE 6.238276 22 0.01 125.9610 2.267692885 27.82 0.160875 

AES Encrypted Duplicate Bytes Removed File 

CBC 7.998085 0 51.59 127.4865 3.140890891 0.02 -0.004667 

CFB 7.998121 0 57.31 127.6669 3.136636637 0.16 0.001433 

OFB 7.998058 0 43.98 127.3267 3.131131131 0.33 -0.004011 

DES Encrypted Duplicate Bytes Removed File 

CBC 7.998247 0 84.00 127.6452 3.145789013 0.13 0.001662 

CFB 7.998192 0 73.09 127.4565 3.165310975 0.75 -0.000014 

OFB 7.998354 0 94.66 127.5859 3.148291828 0.21 -0.002491 

 

Table 6.5 Results of ENT tests on Video File 

VIDEO FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 7.606804 4 0.01 112.1045 3.271680939 4.14 0.256775 
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AES Encrypted Source File 

CBC 7.999953 0 21.07 127.4872 3.141693605 0.00 0.000406 

CFB 7.999959 0 78.20 127.4771 3.144166945 0.08 0.000367 

OFB 7.999956 0 47.08 127.4854 3.139824220 0.06 -0.000285 

DES Encrypted Source File 

CBC 7.999956 0 49.38 127.4710 3.138742853 0.09 0.000121 

CFB 7.999956 0 45.43 127.4665 3.141716613 0.00 0.000472 

OFB 7.999957 0 57.75 127.5061 3.142228537 0.02 0.000206 

Duplicate Bytes Removed File 

NONE 7.892749 1 0.01 112.4897 3.389071855 7.88 0.031485 

AES Encrypted Duplicate Bytes Removed File 

CBC 7.999945 0 10.11 127.5300 3.141478682 0.00 -0.000809 

CFB 7.999952 0 62.23 127.5222 3.136860907 0.15 -0.000506 

OFB 7.999961 0 99.18 127.4717 3.143813224 0.07 -0.000152 

DES Encrypted Duplicate Bytes Removed File 

CBC 7.999953 0 66.48 127.4791 3.142227695 0.02 0.001001 

CFB 7.999948 0 21.64 127.4859 3.142317485 0.02 0.000002 

OFB 7.999951 0 54.55 127.5118 3.142253349 0.02 -0.000318 

 

6.3.2 NIST Tests 

Table 6.6 Results of NIST tests on Text – Source File 

 

Table 6.7 Results of NIST tests on Text – Duplicate Removed File 

Text – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency S S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Text – Duplicate Removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency S S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 
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Table 6.8 Results of NIST tests on Image – Source File 

 

Table 6.9 Results of NIST tests on Image – Duplicate Removed File 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S F S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S F S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Image – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Image – Duplicate Removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S F S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 
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Table 6.10 Results of NIST tests on Audio – Source File 

 

Table 6.11 Results of NIST tests on Audio – Duplicate Removed File 

 

Table 6.12 Results of NIST tests on Video – Source File 

Audio – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S F S S S S 

Serial1 F S F S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Audio – Duplicate Removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F F S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Video – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 
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Table 6.13 Results of NIST tests on Video – Duplicate Removed File 

 

6.4 Advantages and Limitations 

 

The algorithm mainly reduces the problem of large size key distribution to 

the authorized receiver. One just requires to tell the authorized receiver (in a 

secure way), the song or movie name or link (for example) with which the 

data file is encrypted, the encryption algorithm the initial value and the 

secret key. The authorized receiver can generate the key file at his own site 

using the same popular song or movie file and decrypt the data file from it. 

An unauthorized receiver (intruder) does not have the knowledge of which 

song or movie file is used as key or even the extension of the file used for 

Linear Complexity F S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S F S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Video – Duplicate Removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S F S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S F S S S 

Universal S S S S S S S 
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key generation and hence cannot generate key file. Even if the unauthorized 

receiver knows the source file from which the key file is generated, he 

cannot generate the key file as he does not know the secret key and initial 

value used at the encryption stage. Moreover the brute force attack on source 

file using the file database is not possible as the file database on the Internet 

is infinite. Also a brute force attack on the source file bits is not possible as 

the size of the source file is very large. 

 

This algorithm is faster than the algorithms given in chapter 4 and 5. It uses 

initial vector as an extra security weapon. But this algorithm is somewhat 

less (almost negligible) secure. 

 

Also, the source files downloaded by the authorized sender and receiver 

must be identical. To ensure this, the authorized sender and receiver systems 

can be synchronized. 

 

The seed information, i.e. the source file link, the secret key and the initial 

value, must be transmitted to an authorized receiver in a secure way and thus 

rely on some other encryption techniques like RSA or AES. Hence the 

pseudorandom key based stream ciphers do not work completely 

independent of other algorithms and their security may be affected by any 

attack on the security of these algorithms. 
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CHAPTER 7 

WITHOUT DUPLICATE BLOCKS REMOVAL- 

NULL REMOVED- CHAINING MODE 

ENCRYPTION METHOD 

 

7.1 Introduction 

 

This is the sixth proposed algorithm and is an encryption based algorithm. 

The authorized sender and receiver can share their very large size data over 

an unsecure channel at a very low cost using this algorithm. For this, the 

authorized sender and the authorized receiver share a link on the Internet 

from where a file can be downloaded. This link must be shared using a very 

secure form of communication so that an unauthorized receiver is not able to 

see it. The authorized sender and receiver also decide the cryptographic 

symmetric key algorithm to be used during the process and share the secret 

key and the initial vector between them through the same secure channel. 

Then they download the file from the Internet using this link, which is 

termed as the source file. Then both the authorized sender and receiver 

generate the key file using this source file. This key file is XORed with the 

plain data file to generate a cipher data file. Then this cipher data file is 

transmitted over the unsecure channel. 

 

The information that goes from the authorized sender to the authorized 

receiver through the secure channel or medium includes: the file download 
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link, the encryption algorithm, chaining mode, the initial vector and the 

secret key. 

 

The information that goes from the authorized sender to the authorized 

receiver through the insecure channel or medium includes: the cipher data 

file encrypted using the key file generated from the proposed method. 

 

7.2 Methodology 

 

The key generation algorithm consists of the following steps.  

 

Step 1: Input the source binary file in binary read mode. Open two other 

binary files, say X and Y in binary write mode. 

 

Step 2: Remove the header from the source file. Store the result in X. Also, 

instead of generating the key from the whole file, we can also generate the 

key from a segment of the source file. This will be useful when the size of 

key is required to be very small as compared to the size of source file. This 

will speed up the process. 

 

Step 3: Close X. 

 

Step 4: Open X in binary read mode.   

 

Step 5: Segment X in 64-bit blocks for DES and IDEA or 128-bit blocks for 

AES.  
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Step 6: Encrypt X using some standard secret key encryption algorithm like 

IDEA, DES or AES in Cyclic mode (CBC, CFB or OFB). Remove all null 

bytes which occur eight times in a sequence blocks from the file or 

alternatively remove all duplicate bytes which occur eight times in a 

sequence blocks from the file. This increases randomness of the file. Also 

the secret key and the initial vector are only available with the authorized 

sender and receiver. Hence only the authorized sender and receiver can 

generate the file.  

 

Step 7: Store the resultant bytes in Y. The resultant file Y serves as the key 

file during encryption. 

 

Step 8: Close all files. 

 

The significance of the major steps of the algorithm is given as follows: 

 

Header Removal: The header is removed as the header of all files with 

same extension will be almost similar. Thus, if not removed, a cryptanalyst 

can easily predict the first few bytes of the key sequence. Also, instead of 

generating the key from the whole file, we can also generate the key from a 

segment of the source file. This will be useful when the size of key is 

required to be very small as compared to the size of source file. This will 

speed up the process. 

 

Encryption: The results of NIST [32] and ENT [31] tests show that after 

encryption the randomness of the file increases to a great extent. The 
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randomness of an encrypted file is close to the randomness of a true random 

file. The encryption is performed in chaining mode (CBC/CFB/OFB) [56] 

and not in ECB [56] mode because in ECB mode, a codebook attack is 

possible. In this attack, if two or more blocks of plaintext are identical then 

the corresponding ciphertext blocks will also be identical. Thus a 

cryptanalyst can use this information to attack the secret system. It does not 

matter that the identical blocks of the plaintext reside at which position in 

the source file. The probability of a codebook attack increases when the 

number of such identical blocks is large in the source file. Performing the 

encryption in chaining mode removes the probability of the codebook attack.  

7.3 Results 

 

The proposed algorithm was implemented in C and Java programming 

language to generate the pseudorandom binary key files from various types 

of source files (i.e. from the text, audio, video and image files). The change 

in the size of the files after each step is given in table 7.1. We also performed 

ENT [31] and NIST [31] statistical tests on the source files and the 

corresponding output files of the key generation algorithm to find the amount 

of randomness in the files. The ENT and the NIST tests are performed using 

the standard testing software available online on the official websites of these 

tests. The results of the ENT tests are given in the tables 7.2, 7.3, 7.4 and 7.5 

for text, image, audio and video files respectively. The results of NIST tests 

for the text file are given in tables 7.6, 7.7 and 7.8. The results of NIST tests 

for the image file are given in tables 7.9, 7.10 and 7.11. The results of NIST 

tests for the audio file are given in tables 7.12, 7.13 and 7.14. The results of 

NIST tests for the video file are given in tables 7.15, 7.16 and 7.17. 
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Table 7.1 Size of the files after each step 

File Type Size of SF Size of NRF Size of DRF Size of KF 

Text 11.8 KB 11.8 KB 11.6 KB 11.6 KB 

Audio 94.7 KB 61.3 KB 61 KB 61 KB 

Video 3.97 MB 3.5 MB 3.47 MB 3.47 MB 

Image 63.7 KB 61.5 KB 58 KB 58 KB 

 

7.3.1 ENT Tests 

Table 7.2 Results of ENT tests on Text File 

TEXT FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 4.364403 45 0.01 93.5753 4.000000000 27.32 0.005331 

Source file encrypted by DES in different chaining modes 

CBC 7.984761 0 43.55 126.5590 3.187007874 1.45 -0.005805 

CFB 7.985555 0 66.11 127.9566 3.055118110 2.75 -0.001727 

OFB 7.985568 0 69.94 127.4976 3.141732283 0.00 0.004748 

Source file encrypted by AES in different chaining modes 

CBC 7.981414 0 0.85 129.2305 3.059055118 2.63 0.003301 

CFB 7.984934 0 48.98 128.0091 3.088582677 1.69 -0.012361 

OFB 7.984554 0 35.51 127.0594 3.192913386 1.63 0.003837 

Bytes with ASCII value 0 or 255 removed File 

NONE 4.364403 45 0.01 93.5753 4.000000000 27.32 0.005331 

Bytes with ASCII value 0 or 255 removed file encrypted by DES in different chaining modes 

CBC 7.984761 0 43.55 126.5590 3.187007874 1.45 -0.005805 

CFB 7.985555 0 66.11 127.9566 3.055118110 2.75 -0.001727 

OFB 7.985568 0 69.94 127.4976 3.141732283 0.00 0.004748 

Bytes with ASCII value 0 or 255 removed file encrypted by AES in different chaining modes 

CBC 7.981414 0 0.85 129.2305 3.059055118 2.63 0.003301 

CFB 7.984934 0 48.98 128.0091 3.088582677 1.69 -0.012361 

OFB 7.984554 0 35.51 127.0594 3.192913386 1.63 0.003837 

Duplicate bytes removed File 

NONE 4.371993 45 0.01 93.8352 4.000000000 27.32 -0.034203 

Duplicate bytes removed file encrypted by DES in different chaining modes 

CBC 7.985959 0 84.14 128.4050 3.121410579 0.64 -0.001444 

CFB 7.983799 0 31.09 126.4731 3.117380353 0.77 -0.012860 

OFB 7.986016 0 86.87 127.3440 3.153652393 0.38 0.005629 

Duplicate bytes removed file encrypted by AES in different chaining modes 

CBC 7.987448 0 98.47 127.0578 3.208459215 2.13 -0.001078 

CFB 7.983033 0 12.66 128.0075 3.125881168 0.50 -0.006565 

OFB 7.984573 0 49.83 126.9382 3.170191339 0.91 -0.000054 



 78

Table 7.3 Results of ENT tests on Image File 

IMAGE FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 7.184481 10 0.01 126.8271 3.504828474 11.56 0.435878 

Source file encrypted by DES in different chaining modes 

CBC 7.997578 0 94.72 127.4071 3.165348538 0.76 0.001454 

CFB 7.997158 0 46.28 127.1562 3.133713445 0.25 0.005772 

OFB 7.997188 0 48.69 127.5111 3.131506345 0.32 -0.000608 

Source file encrypted by AES in different chaining modes 

CBC 7.997009 0 25.02 127.6634 3.159095089 0.56 0.002612 

CFB 7.997205 0 53.19 127.9309 3.133345595 0.26 0.002743 

OFB 7.997005 0 21.39 127.6488 3.139231194 0.08 -0.005302 

Bytes with ASCII value 0 or 255 removed File 

NONE 7.190326 10 0.01 124.0478 3.596536302 14.48 0.573973 

Bytes with ASCII value 0 or 255 removed file encrypted by DES in different chaining modes 

CBC 7.997416 0 90.94 126.9423 3.148539347 0.22 -0.003961 

CFB 7.997185 0 64.29 127.4188 3.164906271 0.74 0.001327 

OFB 7.996693 0 6.61 127.7179 3.124559901 0.54 -0.000463 

Bytes with ASCII value 0 or 255 removed file  encrypted by AES in different chaining modes 

CBC 7.997119 0 54.02 127.5154 3.160338757 0.60 0.001292 

CFB 7.997150 0 57.29 127.6159 3.129508041 0.38 -0.003875 

OFB 7.996935 0 30.76 127.8547 3.140546198 0.03 0.003660 

Duplicate bytes removed File 

NONE 7.213525 9 0.01 123.9359 3.612877182 15.00 0.548074 

Duplicate bytes removed file encrypted by DES in different chaining modes 

CBC 7.997007 0 65.58 127.4817 3.156407669 0.47 -0.010896 

CFB 7.997070 0 72.20 127.6587 3.142280525 0.02 0.000993 

OFB 7.996509 0 7.62 127.7783 3.115640767 0.83 0.003125 

Duplicate bytes removed file encrypted by AES in different chaining modes 

CBC 7.997006 0 61.67 127.8429 3.153349475 0.37 0.001354 

CFB 7.996739 0 27.57 127.6573 3.113801453 0.88 -0.002511 

OFB 7.996965 0 57.82 127.4581 3.135996772 0.18 -0.002745 

 

TABLE 7.4 Results of ENT tests on Audio File 

AUDIO FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 6.200233 22 0.01 125.2086 2.295751129 26.92 0.174946 

Source file encrypted by DES in different chaining modes 

CBC 7.997967 0 21.63 127.5902 3.126283241 0.49 0.005749 
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CFB 7.998078 0 42.50 127.4880 3.160667904 0.61 -0.004354 

OFB 7.997968 0 20.95 127.2620 3.147062461 0.17 -0.001750 

Source file encrypted by AES in different chaining modes 

CBC 7.998017 0 29.11 127.9112 3.109956710 1.01 0.007598 

CFB 7.997902 0 11.73 127.3821 3.130488559 0.35 0.007982 

OFB 7.998031 0 32.37 127.9757 3.119851577 0.69 -0.001320 

Bytes with ASCII value 0 or 255 removed File 

NONE 7.580974 5 0.01 125.6436 2.861509074 8.92 0.026084 

Bytes with ASCII value 0 or 255 removed file encrypted by DES in different chaining modes 

CBC 7.997276 0 78.44 127.6637 3.116714422 0.79 -0.000042 

CFB 7.997133 0 57.58 127.3520 3.111747851 0.95 0.000487 

OFB 7.996821 0 15.65 126.9218 3.154918816 0.42 0.003979 

Bytes with ASCII value 0 or 255 removed file encrypted by AES in different chaining modes 

CBC 7.997055 0 44.50 127.2969 3.152406417 0.34 -0.009549 

CFB 7.997608 0 98.53 127.1199 3.167303285 0.82 0.007595 

OFB 7.997290 0 79.87 127.3885 3.122994652 0.59 -0.003575 

Duplicate bytes removed File 

NONE 7.585443 5 0.01 125.6610 2.866961029 8.74 0.019331 

Duplicate bytes removed file encrypted by DES in different chaining modes 

CBC 7.996774 0 13.79 127.3606 3.142637742 0.03 0.003703 

CFB 7.997372 0 89.35 127.4517 3.136110578 0.17 -0.002129 

OFB 7.997070 0 49.54 127.2234 3.149164907 0.24 0.006220 

Duplicate bytes removed file encrypted by AES in different chaining modes 

CBC 7.997469 0 95.30 127.3135 3.154924170 0.42 0.003221 

CFB 7.997385 0 89.62 127.6495 3.148397005 0.22 0.002925 

OFB 7.997027 0 45.56 127.4090 3.138798234 0.09 0.001511 

 

TABLE 7.5 Results of ENT tests on Video File 

VIDEO FILE 

Encryption 

type/ mode 

Entropy 

(bits/byte) 

Optimal 

Compression 

Reduction 

% 

Chi square 

Distribution 

% 

Arithmetic 

mean 

Monte 

Carlo Value 

for Pi 

Monte 

Carlo 

Error 

% 

Serial 

Correlation 

Coefficient 

The Desired Totally Random File 

NONE 8 0  10 to 90 127.5 3.14 0.0 0.0 

Source File 

NONE 7.606804 4 0.01 112.1045 3.271680939 4.14 0.256775 

Source file encrypted by DES in different chaining modes 

CBC 7.999956 0 49.38 127.4710 3.138742853 0.09 0.000121 

CFB 7.999956 0 45.43 127.4665 3.141716613 0.00 0.000472 

OFB 7.999957 0 57.75 127.5061 3.142228537 0.02 0.000206 

Source file encrypted by AES in different chaining modes 

CBC 7.999953 0 21.07 127.4872 3.141693605 0.00 0.000406 

CFB 7.999959 0 78.20 127.4771 3.144166945 0.08 0.000367 

OFB 7.999956 0 47.08 127.4854 3.139824220 0.06 -0.000285 

Bytes with ASCII value 0 or 255 removed File 

NONE 7.905912 1 0.01 114.2856 3.391006983 7.94 0.034345 

Bytes with ASCII value 0 or 255 removed file encrypted by DES in different chaining modes 

CBC 7.999943 0 6.14 127.4424 3.143817882 0.07 0.000206 

CFB 7.999952 0 66.28 127.4448 3.144183345 0.08 -0.000742 

OFB 7.999948 0 35.60 127.4761 3.139569374 0.06 -0.001084 

Bytes with ASCII value 0 or 255 removed file encrypted by AES in different chaining modes 
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CBC 7.999953 0 71.47 127.4964 3.143799700 0.07 -0.000334 

CFB 7.999952 0 69.72 127.4711 3.143649600 0.07 -0.000336 

OFB 7.999956 0 90.93 127.4584 3.143134037 0.05 0.000310 

Duplicate bytes removed File 

NONE 7.908754 1 0.01 114.5160 3.386551745 7.80 0.024494 

Duplicate bytes removed file encrypted by DES in different chaining modes 

CBC 7.999947 0 26.11 127.5158 3.143274320 0.05 0.000797 

CFB 7.999952 0 70.04 127.5023 3.145519642 0.12 -0.000162 

OFB 7.999951 0 61.72 127.4883 3.142359071 0.02 -0.000699 

Duplicate bytes removed file encrypted by AES in different chaining modes 

CBC 7.999958 0 97.83 127.5090 3.140054487 0.05 -0.000339 

CFB 7.999956 0 91.77 127.4891 3.142457838 0.03 0.000619 

OFB 7.999956 0 92.17 127.6123 3.140475897 0.04 -0.000358 

 

7.3.2 NIST Tests 

Table 7.6 Results of NIST tests on Text – Source File 

 

Table 7.7 Results of NIST tests on Text – ASCII value 0 or 255 removed File 

Text – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency S S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Text – ASCII value 0 or 255 removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency S S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 
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Table 7.8 Results of NIST tests on Text – Duplicate bytes removed File 

 

Table 7.9 Results of NIST tests on Image – Source File 

 

 

 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Text – Duplicate bytes removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency S S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S F S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S F S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Image – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 
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Table 7.10 Results of NIST tests on Image – ASCII value 0 or 255 removed File 

 

Table 7.11 Results of NIST tests on Image – Duplicate bytes removed File 

 

Table 7.12 Results of NIST tests on Audio – Source File 

Image – ASCII value 0 or 255 removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S F 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S S S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Image – Duplicate bytes removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S S S S 

Rank F S S S S S S 

Runs F S S F S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Audio – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 
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Table 7.13 Results of NIST tests on Audio – ASCII value 0 or 255 removed File 

 

Table 7.14 Results of NIST tests on Audio – Duplicate bytes removed File 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template F S S S S S S 

Rank F S S S S S S 

Runs F S F S S S S 

Serial1 F S F S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Audio – ASCII value 0 or 255 removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT S S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S S S S 

Rank S S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Audio – Duplicate bytes removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT S S S S S S S 

Frequency F S S S S S S 

Linear Complexity F S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S S S S 

Rank S S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 S S S S S S S 

Universal S S S S S S S 
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Table 7.15 Results of NIST tests on Video – Source File 

 

Table 7.16 Results of NIST tests on Video – ASCII value 0 or 255 removed File 

 

Table 7.17 Results of NIST tests on Video – Duplicate bytes removed File 

Video – Source File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity F S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S F S S 

Rank F S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Video – ASCII value 0 or 255 removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S S 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S F S 

FFT F S S S S S S 

Frequency F S S S S S S 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S S S S 

Rank F S S S S S S 

Runs F S F S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 

Video – Duplicate bytes removed File 

TEST UNENCRYPTED ENCRYPTED 

DES 

CBC 

DES 

CFB 

DES 

OFB 

AES 

CBC 

AES 

CFB 

AES 

OFB 

Approx. Entropy F S S S S S F 

Block Frequency F S S S S S S 

Cumulative Sum F S S S S S S 

FFT S S S S S S S 

Frequency F S S S S S S 
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7.4 Advantages and Limitations 

 

The algorithm mainly reduces the problem of large size key distribution to 

the authorized receiver. One just requires to tell the authorized receiver (in a 

secure way), the song or movie name or link (for example) with which the 

data file is encrypted, the encryption algorithm the initial value and the 

secret key. The authorized receiver can generate the key file at his own site 

using the same popular song or movie file and decrypt the data file from it. 

An unauthorized receiver (intruder) does not have the knowledge of which 

song or movie file is used as key or even the extension of the file used for 

key generation and hence cannot generate key file. Even if the unauthorized 

receiver knows the source file from which the key file is generated, he 

cannot generate the key file as he does not know the secret key and initial 

value used at the encryption stage. Moreover the brute force attack on source 

file using the file database is not possible as the file database on the Internet 

is infinite. Also a brute force attack on the source file bits is not possible as 

the size of the source file is very large. 

 

This algorithm is faster than the algorithms given in chapter 4 and 5. It uses 

initial vector as an extra security weapon. But this algorithm is somewhat 

less (almost negligible) secure. 

Linear Complexity S S S S S S S 

Longest Run S S S S S S S 

Non-periodic template S S S S S S S 

Overlapping Template S S S S S S S 

Rank S S S S S S S 

Runs F S S S S S S 

Serial1 F S S S S S S 

Serial2 F S S S S S S 

Universal S S S S S S S 
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Also, the source files downloaded by the authorized sender and receiver 

must be identical. To ensure this, the authorized sender and receiver systems 

can be synchronized. 

 

The seed information, i.e. the source file link, the secret key and the initial 

value, must be transmitted to an authorized receiver in a secure way and thus 

rely on some other encryption techniques like RSA or AES. Hence the 

pseudorandom key based stream ciphers do not work completely 

independent of other algorithms and their security may be affected by any 

attack on the security of these algorithms. 
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CONCLUSION 

 

The proposed algorithms may prove to be a practical implementation of 

One-Time Pad if the source file and the secret key is not compromised in 

any way and the reduced bits from the source file in the key file are random 

enough. The results of our experiments show that the key file generated from 

the proposed algorithm is almost truly random. The proposed algorithms are 

simple, robust and universally applicable. The authorized sender and 

receiver can exchange large data including audio and video files at very low 

price during each session. In other words, the proposed algorithms can be 

used to generate very large size session keys to be used with stream cipher 

algorithms at a very low price. 

 

The proposed algorithms require that the source files downloaded by the 

authorized sender and receiver must be identical. To ensure this, the 

authorized sender and receiver systems can be synchronized. 

 

The seed information, i.e. the source file link and the secret value/secret 

key/initial value, must be transmitted to an authorized receiver in a secure 

way and thus rely on some other encryption techniques like RSA or AES. 

Hence the pseudorandom key based stream ciphers do not work completely 

independent of other algorithms and their security may be affected by any 

attack on the security of these algorithms. 
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ABBREVIATIONS 

 

 

Acronym 

 

 

Meaning 

AES Advance Encryption Standard 

CBC Cyclic Block Chaining Encryption mode 

CF Compressed File 

CFB Cyclic Feedback Encryption mode 

DBRF The file after removing blocks which are duplicate to 

any of their predecessor 

DES Data Encryption Standard 

DRF The file obtained after removing bytes which are 

duplicate to their immediate predecessor 

EA Encryption Algorithm applied in the implementation 

of the proposed algorithm for testing purpose 

F Failure 

IDEA International Data Encryption Algorithm 

IF The file obtained after applying the inversion process 

KF Key File generated as output from the proposed 

algorithm 

N The secret value used at the inversion step 

NRF The file obtained after removing bytes with ASCII 

values 0 or 255 

OFB Output Feedback Encryption mode 

OTP One Time Pad 

PRNG Pseudorandom number generator 

S Success 

SF Source File used as input to the proposed algorithm 

UCF Uncompressed File 
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